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Dissertação apresentada à Universidade de Aveiro para cumprimento
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que, por pena minha, já não tenho contacto, por partilharem os momentos
comigo e por me ajudarem a desenvolver como pessoa e engenheiro.





keywords Algorithmic Design; Parametric Design; Generative Design; Additive Man-
ufacturing; Customizable Products; Scripting; Fusion360

abstract The constant development of computer technologies led to novel ways of
designing products in order to adapt to an always changing industry and
customer requirements. A contribution to this development is the greater
of availability and quality of additive manufacturing technologies, which
brought new possibilities of tailoring products to the customers needs, due
to its digital nature, wide range of available materials, low cost, reduced
production times and ability to manufacture geometries of increased com-
plexity.
Two approaches, parametric and generative design, have gained traction in
recent years. They seek to assist in the design process, by assisting with
alternative exploration, and tailoring products to certain specifications, uti-
lizing computing power as a medium to assist in the decision making pro-
cess. A third approach, algorithmic design, has received attention in recent
years mostly in the field of architecture. It proposes utilizing scripts, either
through a text or visual-based programming language as algorithms, to form
a basis for inferring knowledge, interfacing with other tools and simplifying
the process of product customization through customized user interfaces.
In the present work, the concepts of parametric, generative and algorith-
mic design are reviewed in the light of engineering design, to ascertain the
activities and processes which constitute them, as well as the relationship
between them. With algorithmic design as the focus, the scripting capa-
bilities of Autodesk’s Fusion360 are used to explore shape creation and the
possibility of added customization through custom user interfaces, while also
inferring knowledge from additive manufacturing and outlying the benefits
of integrating such an approach inside a software tool’s ecosystem.
A novel methodology is proposed to address a design problem using algo-
rithmic design, by creating drone models based on user inputs through a
user interface. The methodology focuses on simplifying design exploration
for the early stages of a typical engineering design process, and prepares
the model for the final shape creation by integrating other software tools,
namely, Autodesk’s Generative Design.
This work scratches only the surface of algorithmic design, and does not
go into deterministic approaches as much as possible, as a way to demon-
strate the possibilities it entails without being limited by specific approaches.
Therefore, it serves as a basis for future works which seek to explore alter-
natives or optimize solutions using the methodology as a basis.





palavras-chave Design Algoŕıtmico; Design Paramétrico; Design Generativo; Fabrico Adi-
tivo; Produtos Customizáveis; Programação; Fusion360

resumo O constante desenvolvimento de tecnologias computacionais originou novas
maneiras de desenhar produtos para se adaptarem a uma industria em con-
stante mudança. Uma contribuição para este desenvolvimento é a maior
disponibilidade e qualidade de tecnologias de fabrico aditivo, que devido
á sua natureza digital, grande variedade de materiais disponiveis, baixo
custo, tempo de fabrico reduzido e capacidade de fabricar gemotries de
elevada complexidade, proporcionaram novas possibilidades de adaptar pro-
dutos para as nessecidades do consumidor.
Duas abordagens, design paramétrico e design generativo, têm ganho
relevância em anos recentes. Ambas propõem auxiliar no desenvolvimento
de um design, ao auxiliar na exploração de alternativas e ao adaptar produ-
tos a especificações do consumidor, utilizando poder de computação como
intermediário para assistir no processo de tomar decisões. Uma terceira
abordagem, design algoŕıtmico, tem recebido atenção principalmente no
ramo da arquitetura. Esta abordagem propõe utilizar scripts, tanto através
de uma linguagem de programação visual ou de uma textual como algorit-
mos, os quais formam uma base para inferir conhecimento, ligar a outras
ferramentas de software, e simplificar o processo de customização do pro-
duto através de interfaces de customização.
No presente trabalho, os conceitos de design paramétrico, generativo e al-
goŕıtmico são revistos á luz de design em engenharia, para avaliar as ativi-
dades e processos que os constituem, assim como a relação entre eles. Com
design algoŕıtmico como foco, as capacidades de programação do Fusion360
da Autodesk são usadas para explorar a criação de formas e a possibilidade
de adicionar customização através de interfaces de utilizador customizadas,
ao mesmo tempo inferindo conhecimento sobre fabrico aditivo e realçando
os benef́ıcios desta abordagem quando integrada no ecossistema de uma
ferramenta de software.
Uma metodologia é proposta para responder a problemas de design uti-
lizando design algoŕıtmico, criando modelos de drones baseados em inputs
do utilizador através de uma interface. Esta foca-se em simplificar a ex-
ploração de alternativas nos primeiros estágios de um processo de design de
engenharia t́ıpico, e prepara o modelo para a criação de forma final ao inte-
grar outras ferramentas de software, nomeadamente, o Generative Design
da Autodesk.
Este trabalho é apenas toca na superf́ıcie das abordagens de design al-
goŕıtmico, evitando ao máximo abordagens determińısticas, como forma
de demonstrar as suas possibilidades sem limitá-la a aplicações espećıficas.
Desta forma, serve de base para futuros trabalho que procurem explorar
alternativas ou otimizar soluções usando a metodologia como base.
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Chapter 1

Introduction

1.1 Framework and Objectives

Algorithmic Design (AD) has been the subject of research within the field of architecture
for some time, usually paired with the use of Parametric Design (PD) and Generative
Design (GD). The relative novelty of the concept eventually led to some ambiguity in
its definition, where the line between AD, PD and GD became blurred. What is most
agreed upon is that AD involves a great deal of scripting to assist with the early stages
of design exploration.

Scripted approaches have several benefits. In essence, they allow the user to cus-
tomize the experience, enabling the design to be made customizable by an end user
through the use of an interface, which will guide the user through the design process.
Additionally, interfacing can also be done between software tools, allowing the designer
to connect different tools within the same script for a more informed design process.
Other benefits include the automation of modeling tasks, which can even be optimized
for certain performance goals.

Having customizable designs means that each design may be different from the pre-
vious, which complicates the tooling required to manufacture them, as each variant has
to be accounted for. To remedy this, Additive Manufacture (AM) is presented as a cost-
effective way to produce customizable designs, due to its ability to manufacture complex
shapes in a shorter amount of time, and the digital nature of the models required.

This work was conducted in order ascertain the true nature of an AD approach to a
design problem, and its potential use in the field of engineering, while studying additive
manufacturing as a way of producing customizable designs enabled by the scripting
workflow.

1.2 Methodology

Initially, a literature review is conducted on the use of Computational Design in which
PD, GD and AD are inserted, followed by definition proposals for each and their rela-
tionship to each other, as well as situating AD in the design process. Some software
tools which are of interest to the exploration of AD’s capabilities are also selected. Sub-
sequently, additive manufacturing and customizable products are approached to show-
case their relevance inside an AD approach. This is followed by experimentation and
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4 1.Introduction

validation using a scripting environment inside a software tool relevant to engineering
problems, but keeping the examples used as simple as possible as a means to demonstrate
the capabilities of such an approach, without drifting into a specialized field. Lastly, a
case study is selected to bring all components of this work together, showcasing the use
of AD to solve a specific design problem, while integrating it with its environment.

1.3 Document Structure

Setting aside the present chapter, which contains the introductions and intentions of
this work, the remainder of this dissertation is divided into seven chapters. To assist the
reader in accessing the content within, this document was organized with the following
structure:

• Chapter two — Contains the background for this work, and provides a distinction
between Computer Aided Design (CAD) modeling and using it to infer on the
design process. The definitions for the two more common approaches, PD and GD
are also provided.

• Chapter three — Introduces AD with a literature review, defines it and its rela-
tionship with the other two approaches, as well as its place in the design process
and a small selection of software tools appropriate for the application of AD.

• Chapter four — Discusses AM and its technologies with the intent of establishing
a basis for its connection with an AD approach. Attention is also given to Design
for Additive Manufacturing (DFAM), an important stage in the AM process, to
identify how it could benefit from AD. Lastly, it discusses Customizable Products,
the design of which can be heavily influenced by AD approaches.

• Chapter five — In this section, a programming language and software tool is chosen
based on the tools described in Section three, followed by a demonstration of
PD and GD approaches by resorting to extremely simple examples. Next, the
process of scripting in a CAD software is described as a basis for the AD approach,
again limited to simple geometries and pre-built examples. Some attention to the
application of DFAM concepts is also given inside this chapter.

• Chapter six — A case study is performed. Instead of a specific application inside
the field of engineering, a methodology is proposed for the use of an AD approach
to solve a design problem. This methodology is then applied to drone building as
a demonstration of problem tackling using a scripted basis.

• Chapter seven — The final comments on the PD, GD and AD concepts, as well as
AM and Customization.

Rodrigo Rocha Lopes da Fonseca Master Degree



Chapter 2

Design Methods

Successful product design and development involves aspects of creativity, experimen-
tation, field knowledge and problem solving to meet product requirements both aes-
thetically and functionally [Mountstephensand and Teo 2020]. These requirements are
translated into measurable specifications, and are then used in the design process to
iteratively generate, refine and test a wide range of solutions until a final design is cho-
sen [Mountstephensand and Teo 2020]. It is difficult to find a single generic formula for
the design process, as it is usually tailored to the field of its application. As such, this
work considers an engineering design approach, which follows the process depicted in
Figure 2.1, a generic approach to solving design problems using an engineering mind-
set. Of note is that in most depictions of the engineering design process, researching,
exploring and testing solutions will consist in approximately half the total tasks.

Figure 2.1: The followed engineering design process followed throughout this work,
adapted from [of Colorado 2021].

[Mountstephensand and Teo 2020] divide the design process into two stages, concep-
tual and detailed. The conceptual stage generates the most design possibilities through

5



6 2.Design Methods

exploration, experimentation and evaluation, while the detailed stage is dedicated to ap-
plying functional information and testing. Representing design solutions in these stages
is naturally distinct. Concepts are traditionally hand-drawn, as Computer Aided Design
(CAD) models require exact information and are generally slower and more laborious to
design [Mountstephensand and Teo 2020, Dino 2012]. For this reason CAD models are
confined to the detailed design stage, where a design has been selected and its physical
properties are already known. In this way, CAD tools are only used as a way to increase
efficiency and automate drafting (or modelling), as well as for design analysis [Dino
2012,Krish 2011,K. Terzidis and Srinivasan 2004]. Since designers dedicate a large por-
tion of the development process to finding the necessary information for a particular
design [Ye et al. 2008], it stands to reason that placing both design stages within the
same design platform would allow for informed decisions during the design exploration
process which would greatly reduce the time-to-market of a product, as well as its total
development costs. Here enter Computational Design (CD) methodologies, in which the
conceptual stage blends with the detailed design stage through the use of computational
capabilities, specifically using CAD based software to explore design solutions.

2.1 The use of Computing Power in the Design Process

Terms such as CD and Digital Design (DD) have been used for some time to describe
the use of computers in the design process, and the exponential increase to the number
of scientific literature regarding the use of these terms without a proper definition has
naturally led to ambiguity in their utilization [Caetano et al. 2020]. According to [Cae-
tano et al. 2020], DD comprises the use of “computer tools in the design process” while
CD “entails the use of computation to develop designs”. [Ramos and Melgosa 2020]
depict how CAD design is taught with a strong emphasis on DD, as mechanical en-
gineering students are expected to be able to transfer a certain part design into the
digital format as a part of their education. Modifying a design built manually through
CAD features can be time consuming, as the designer performs constant changes and
evaluations [Eltaweel and SU 2017]. Since latter stages of design, which correspond to
a very small amount of the total development time, incur a significant amount of the
development costs, there are benefits to optimizing the workflow on the earlier stages of
design [Gardan and Schneider 2015].

Another issue is related to the ever increasing complexity of models. [Biedermann
and Meboldt 2020] state that increasingly complex structures require more complex
design tools for use with Additive Manufacturing (AM), and how this “manual, low-
level process limits rapid and iterative design changes, as well as the [...] variety of
design concepts”. CD approaches have promising applications in fields requiring in-
creasingly complex micro structures, such as biomimetic morphology, as geometries may
be abstracted as they have an underlying algorithmic logic [Symeonidoua 2019]. Several
approaches were developed to address these issues, aiming to automate and expand the
design process. [Biedermann and Meboldt 2020] propose an automated design method
based on object-oriented programming and parametric features, while [Oxman 2017] ex-
panded by considering its use in the design process, rather than just a simple drawing
tool.

Overall, the most complete definition for CD is given by [Caetano et al. 2020], who

Rodrigo Rocha Lopes da Fonseca Master Degree



2.Design Methods 7

provides four activities for a design process to be considered computational design: au-
tomation of design features (be it by deduction or induction), adaptability towards
multiple software, ease of incorporation of changes, and assisting the designer in form-
finding processes. [Caetano et al. 2020]’s description provides the most complete scope of
activities of CD present in recent literature, it will be the one used for the development
of this dissertation.

Methods of improving and expanding the design process are ever-growing, but the
most common terms in computational design literature are Parametric Design (PD)
and Generative Design (GD), with a recent addition called Algorithmic Design (AD).
Much like CD, instead of defining and establishing clear boundaries, it it much more
appropriate to define the scope of activities which each approach entails.

2.1.1 Parametric Design

The conventional way of CAD modeling involves setting dimensions, constraints, orien-
tation and many other variables to form a coherent shape. These variables are often
considered as parameters which lead to the denomination of CAD tools as parametric
software tools. An important distinction must then be made between what is considered
PD and what is considered Parametric Modelling (PM). Early definitions of PD focus
on the ability to model based on parameters which can be updated and visualized in real
time [Caetano et al. 2020]. [Kolarevic 2004] expanded on this by considering parametrics
as a way to create “an infinite number of similar objects”, using parameters as a range
of possibilities. This process allows different components of each part to be related,
updating the model as a whole on each modification. [Zardo et al. 2019] refers to PD as
“visual programming language tools” capable of creating complex geometries, improving
workflow, allowing the analysis of several design possibilities and consequent selection of
optimized solutions in the early stages of the design process. Similarly, [Dino 2012] re-
gards PD as an algorithm based method to achieve a wide variety of solutions for design
exploration. [Eltaweel and SU 2017] describe PD as a mathematical design where the
design elements are related to each other using parameters that can generate complex
geometries, which update in real-time by manipulating the parameters. Comparatively,
PM is considered as the act of translating a specific design into a 3D using parameters,
at a stage where design is more or less finalized and there is little to no need for studying
other alternatives, therefore it does not constitute a CD approach.

The most recent definition of PD, from [Caetano et al. 2020], is “an approach that
describes a design symbolically based on the use of parameters”, removing associative
geometry as a requirement of PD, but acknowledging its natural occurrence during the
design process. This definition would invalidate the concept of CD, being instead more
closely related to PM. To more closely fit within the CD concept, parameters are consid-
ered distinct from variables, as the later are values that change inside a system, while the
former are entities that connect variables [Gunagama 2018]. Therefore, parametric de-
sign is considered as the use of parameters or constraints in the design process, allowing
the real-time creation of several distinct design alternatives, iterative design refinement
and simplified modification for parts of the design. It is an automated workflow, in
which the constituent parts of the design are also related by parameters, allowing the
design to be updated as a whole by modifying only one of its elements.

For example, updating an extrusion feature in CAD is a simple affair, but only if there
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are no other associated geometries to this feature. If such is the case, each geometry will
have to be modified accordingly to correspond to the new extrusion feature. Using a PD
approach to this problem, the modification to the extrusion feature would automatically
equate to a change in the associated geometries. In this way, PD provides good design
adaptability for complex designs with changing requirements [Dino 2012].

2.1.2 Generative Design

Generative Design (GD) is often mistakenly associated with a shape generation technique
rather than an approach to design, mostly due to the improved capabilities of current
engineering software tools such as Autodesk’s Generative Design (AGD), which can give
an organic look to a geometry, much like it was “grown” rather than created. However,
GD is fact a design approach which aims to simplify the process of exploring alternative
solutions to a design problem, relying on computing power to explore large amounts of
viable solutions which the designer can then select from [Guidera 2011], rather than a
defined process of giving shape to an object.

Several authors have provided their own insight on this topic, and most discrepan-
cies occurs in the actual process of generating the alternatives. [Buonamici et al. 2020]
defines GD as an approach that can generate a “series of plausible solutions for a de-
sign problem”, by satisfying design constraints and maximizing a goal function. [Kr-
ish 2011] focuses on the creative design aspect, portraying GD as way of solving ”cre-
ative design problems” brought by the subjectivity of each designer, and guiding them
through a large number of design possibilities constrained by certain performance crite-
ria. [Oh et al. 2019] states GD as a design exploration method “performed by typically
varying design geometry parametrically and assessing the performance of output de-
signs”. This view is shared by [Dino 2012], which describes parametric modelling as
a generative design tool, with a focus on encoding the design procedure rather than
creating a physical object. [Krish 2011] considers GD as an approach where a generic
model is created and its parameters varied in order to generate alternatives, then filtering
these results based on their geometry, manufacturing and costs. Similarly, [Buonamici
et al. 2020] proposes a similar method of GD: a generic CAD model is created and its
dimensions stored in a design table. Value ranges are then set, randomized and used
to produce a set number of design possibilities, based on the random variation of the
stored values. Each design then has its performance evaluated by a previously set func-
tion. This function is an ambiguous way to refer to the application of filters to be able
to narrow down solutions.

Far from being confined to parametric variation, other authors consider the use of
algorithms in the GD process. Here, algorithms can be considered as a “step-by-step
guide” on how to generate a solution, and as such has unlimited potential on shape gener-
ation approaches [Gunagama 2018]. For [Mountstephensand and Teo 2020], GD creates
pieces or entire objects through algorithms, either interactively or automatically, while
generating a large number of alternatives for exploration which a human designer could
not achieve manually in a reasonable amount of time. Parallel to parametric approaches
are evolutionary ones [Caetano et al. 2020]. These methods involve incorporating meta-
heuristic algorithms in the generation process, such as [Oh et al. 2019] propose a method
using Topological Optimization (TO) as a “design generator” instead of the more com-
mon parametric approach, to develop parts merging engineering performance with good
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aesthetics. At some point, TO started to be named as a necessary component when
discussing GD, primarily due to software tools such as Autodesk’s Generative Design,
but this addition is largely incompatible with the available literature.

In the end, as GD is a design process, much like PD, the shape generation process
matters little in regards to the methodology. [Dino 2012] states that generative design
focuses on encoding the design procedure, rather than creating an object. As such, be it
created through an algorithmic or parametric base, GD is considered as an automated
approach in which the goal is to generate a large number of design alternatives to assist
with early design exploration. As an automated approach, GD allows the application
of filters based on the physical characteristics (or metrics derived from them) of each
solution to better aid with selecting a solution to further develop.
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Chapter 3

Algorithmic Design

3.1 Literature Review and Definition

3.1.1 Literature Review

Algorithmic Design (AD) is found in literature as early as 2004, with a strong link to
architecture. [K. Terzidis and Srinivasan 2004] portrays AD as new direction in architec-
ture design. While previous utilization of computation power was limited to presenting
or storing an idea already present in the designers mind, this new form of design sought
to code the design intention by use of existing 3D software. [K. Terzidis and Srinivasan
2004] further refers to algorithmic design as a conceptual methodology for “the explo-
ration of forms, structures and processes” usign mathematical or logical methods, while
outlying the systems “consistency, structure, coherency, traceability and intelligence”.

Another mention of algorithmic design as a “conceptual design method” is given
by [Bukhari 2011], emphasizing its use in the earlier stages of the design process as
a collaborative effort between human creativity and computational capability, and the
benefits of “A rapid means of customising designs for local circumstances”. [Zboinska
2015] outlines the lack of use of computational capabilities in the earlier stages of design
exploration, and proposes algorithmic design based on parametric tools, allowing tasks
“such as quick generation, exploration and evaluation of large design spaces, containing
geometrically-complex solutions.”

Through a comprehensive review of scientific texts, [Caetano et al. 2020] outlines
the difficulty of differentiating algorithmic design from generative design, and proposes
algorithmic design as “a design paradigm that uses algorithms to generate models”,
thus considering it generative. As proposed by [Caetano et al. 2020], the differentiating
aspect of AD, when compared to GD, comes down to the strong correlation between the
shape generating algorithms and its outputs, underlining its “finer degree of control”
over certain aspects of the final shape. Unfortunately, this provides little insight to
what an AD approach might consist of, and how it would differ over a GD approach
in practice. [Martinho et al. 2020] offers a more practical application for AD: a script
based tool which interfaces with CAD and analysis tools, although in this case modeling
is done manually, with the script only serving as an interface which updates the model.

11



12 3.Algorithmic Design

3.1.2 Algorithmic Design Definition

The literature on AD shows a distinct ambiguity on its application. While most authors
agree on its use as a conceptual and design exploration tool [K. Terzidis and Srinivasan
2004,Bukhari 2011,Zboinska 2015], little attention is given to its actual process, resulting
in confusion in regards to its application. As algorithms are sets of rules or instructions
aimed at achieving a particular solution, one could argue that using a CAD tool would
constitute AD [Caetano et al. 2020]. However, such processes have no input in the design
process, and as such are excluded as AD. [K. Terzidis and Srinivasan 2004] explored AD
possibilities using “constraint based stochastic search”, which is based on GD processes,
and which results in generally unpredictable outcomes. Such algorithms can be part
of an AD process. For example, [Caetano et al. 2020] considers a program capable of
modeling a building by “creating slabs, columns, beams, walls” and other elements to be
AD. Hence, even if some of the components of a certain design are based on evolutionary
approaches, each element of the design can be directly traced to a specific part of the
algorithm, and is considered AD. Algorithmic ambiguity is not limited to GD processes,
but PD ones as well. [Symeonidoua 2019] used parametric based algorithms to generate
biomimetic surfaces for building skins, in which the generated skin could adapt to the
complex shapes of the required buildings. Such examples contribute to the difficulty
of defining AD in light of PD and GD processes. [Caetano et al. 2020] defines AD as a
subset of GD and PD. Although AD does generate design possibilities, it does not require
a performance evaluation of the finished design, and thus there can be AD without GD.
In the same way, AD does not require a PD base, as design generation can be achieve
through other processes other than parameter variation.

For the scope of the work, Algorithmic Design is defined as the use of algorithms,
scripts or pieces of code created by the designer with the specific intent of solving a
design problem, allowing the generation of designs which can be modified and tuned by
the designer. By crafting algorithms specifically for a design goal, be they generative,
parametric or otherwise, it provides the designer with control over the generated solution
and allows iterative design refinement, modification and analysis, as every component of
the design is linked to a specific piece of code and can be controlled through it. Much like
what [Martinho et al. 2020] describes, such an approach is not limited to CAD modelling,
and can be used to interface with other tools or programs to simplify or inform a design
process. Additionally, like [Bukhari 2011] reported, controlling all aspects of design also
facilitates the customization of the design for specific circumstances.

3.1.3 The Relation between AD, PD and GD

It is difficult to establish a clear line between each approach. In fact, when describing GD
approaches, some use parameters to achieve variation, resulting in a merging between
PD and GD techniques. The main degree of separation between these two techniques
would be the automation GD requires. Similarly, an AD approach can consist of using
parameters to automatically generate models while interfacing with different tools, which
also uses PD and GD techniques. Conversely, these approaches can also be thought of
separately: an AD approach can solely consist of interfacing between software tools to
solve a design problem, or it can make use of parameter variation exclusively as a PD
approach. The same applies to GD approaches, which need not be based in parameters to
generate alternatives. Despite this, to single-handedly use one approach while excluding
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3.Algorithmic Design 13

the other requires conscient effort, and is far more natural for techniques from different
approaches to be used together during a design process. Therefore, it is more accurate
to represent the domain of each of these approaches inside CD as illustrated in Figure
3.1, which represent sets of activities which are linked to each of the approaches, but are
not limited to just one approach.

Figure 3.1: Proposed domains of AD, GD and PD withing Computational Design.

3.1.4 Integration in the Design Process

Scripting is the main activity of an AD approach. To best apply this type of approach,
it is necessary to identify where in can be best applied. So far, this work identified three
ways scripting can influence the design process: by directly building geometries, by
interfacing between software tools, and by allowing for design customization. Although
the focus of using CD techniques is in the early design process, AD need not be limited
to it. In fact, the limitations of using AD during the design process are connected to
the design complexity and the capabilities of the script to interface between the different
tools. Theoretically, AD reaches its peak if the designer can interface between CAD,
Computer Aided Engineering (CAE) and Computer Aided Manufacturing (CAM) tools,
as well as the manufacturing and testing equipment. This application would contain
the modelling, analysis and manufacturing inside a script tailored for the specific design
problem. The main obstacle to such implementation is the fact that CAD, CAE and
CAM software tools are proprietary, working with different file formats and sometimes
different programming languages. In some cases, software tools that posses CAD, CAE
and CAM do not allow interfacing between them, and creating geometries using only
scripting can also be laborious if the design is complex. However, AD is well suited
to automating design exploration. Having access to the features of such software tools
through scripting can help automate and reduce the time expenditure of the early design
stages. The creation of multiple scripts tailored for certain tasks, along with creating
interfaces for direct manipulation of the design can also help reduce the total load on
the designer. Lastly, the ability to integrate design customization means that designs
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14 3.Algorithmic Design

which integrate CAD, CAE and customization can be made, further exarcebating the
potential of such an approach.

3.2 Software Availability

In order to validate the AD concept within an engineering design process, software tools
with a Application Programming Interface (API) and a well documented programming
language are considered. This restriction was made to take advantage of the design
capabilities of existing software tools such as CAD tools, but simpler approaches using
programming by itself are also possible. Two tools with promising API’s were considered:
Autodesk’s Fusion 360 (or Fusion for short), and Rhinocerous (also known as Rhino 3D
or simply Rhino). There are many more CAD software tools which would be appropriate
for testing AD, but the two described above are the most accessible at the time of writing,
and present interesting capabilities which will be described shortly. This section describes
these tools and their potential when using an AD approach.

3.2.1 Fusion 360

Fusion is cloud-based software tool, combining CAD, CAE, and CAM in a single product,
along with freeform modeling, sculpting, parametric features, material and manufactur-
ing data [Pradhan 2019]. It is available with a Free or Educational License, although
Free users have limited access to features, and use of CAE features requires at least an
educational license.

Being a cloud service, Fusion allows for several users to collaborate on projects no
matter their location. As all information is automatically stored in the cloud, along with
the ability of integrating manufacturing and design in a single tool, it allows concept
exploration and prototyping to be much faster than its competitors [Suhada et al. 2018].
Fusion also features an API [Pradhan 2019] based on Python, which is a high-level
programming language, focusing on ”ease of use and reliability”, and with vast libraries
on multiple subjects [Meurer et al. 2017]. Research has been conducted on using Python
to overcome engineering challenges, such as analysis and optimization of electrical power
systems [Thurner et al. 2018] and adaptive truss layout optimization [He et al. 2019],
which demonstrate Python’s as a valuable asset in any engineers tool set.

One of Fusion’s included features is Autodesk’s Generative Design (AGD) which,
according to [Autodesk 2020], is a tool that assists in creating, testing and evaluating the
best possible outcomes for a specific design scenario. AGD uses algorithms to automate
the generation of a large number of solutions which can be further refined by the designer.
The process uses two types of geometries, preserve and obstacle, to identify geometries
to keep and zones to avoid, respectively. The user can then specify loads and constraints,
as well as objectives (minimize mass or maximize stiffness), manufacturing methods and
materials in order to optimize the design. AGD is used to generate optimized solutions
for a particular design solution from which the designer can then filter based on a different
number of parameters. As a GD tool, it isn’t meant specifically for design exploration,
rather to explore optimized solutions to a specific problem, but its use of algorithms as
its basis for creating shape, while using parameters to better define the design problem
shows value as a tool to implement with an AD approach. Since scripts can be made
to interact with AGD inside Fusion, it presents a good candidate for a software tool for
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also combining PD and GD, where design exploration is carried out through algorithmic
means, and the final design is ran through AGD.

3.2.2 Rhinocerous 3D

Rhinocerous 3D (Rhino) is a 3D modeling software tool based on Non-Uniform Rational
B-Splines (NURBS) [Lee and Song 2021]. Its ability to produce complex surfaces at-
tracted great attention in the field of architecture [Guidera 2011] and is much expanded
through its plugins, some of which include environment simulation [Lee and Song 2021].
Besides the availability of scripting with Python and RhinoScript, that makes Rhino
an interesting tool for an algorithmic approach is Grasshopper, a plugin which provides
a novel way of interacting with geometry, allows for environmental simulation, lighting
and energy optimization through the use of additional components [Lee and Song 2021].
It is a visual programming interface [Lee and Song 2021] which references geometry in
Rhino, allowing a different control over the geometry and real time updating of any
changes made to it [Guidera 2011].

Using Grasshopper involves determining initial parameters and connecting them to
”blocks” to generate a final output, which lead to the use of Grasshopper as a PD
tool. These ”blocks” represent algorithmic operations which can be customized by the
designer, and several ”blocks” can be connected to each other to further add complexity
to the design. Figure 3.2 is an example of a geometry created using extrude and offset
operations in the Grasshopper environment [Guidera 2011].

Figure 3.2: An example of a Grasshopper program with its respective output [Guidera
2011]

Although Grasshopper uses a visual interface compared to the text based one from
Fusion, both seek to interact with the tool using algorithms. These follow a simple
structure, in which an input is passed through a function to obtain a desired output.
The functions can be mathematical equations or sets of rules, which allows for not only
shape creation, but also for task automation. Arguably, interacting with Grasshopper is
easier due to its visual nature, and each block can be modified by resorting to Python
or RhinoScript, but text based scripting provides more freedom to the designer, as well
as the possibility of creating their own plugins to interface with other tools. In the end,
the choice to use either is dependant on designer preference.
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Chapter 4

Additive Manufacturing and
Customizable Products

The inherent digital nature of Algorithmic Design (AD) approaches, along with their
focus on design exploration, present a few challenges for manufacturing. Since an AD
approach can obtain several solutions which can have varying degrees of complexity and
may require prototyping and testing, it is essential to select an appropriate manufac-
turing method. To better understand how solutions obtained from AD approaches can
be effectively produced, Additive Manufacturing (AM) is looked at as a digital based
method that can satisfy the requirements of such an approach.

Additionally, AD approaches are based on scripting an thus customizable by nature.
Combined with a manufacturing technique like AM, AD approaches can simplify the
process of building customizable products and producing them in a timely and cost-
effective manner.

4.1 Prototyping and the Birth of Additive Manufacturing

When attempting to develop a product, it is often necessary to build and test a pro-
totype. These serve a multitude of functions, including (but not limited to) functional
testing, concept exploration, customer feedback, and evaluation of design fidelity [Cam-
burn et al. 2017]. Traditional manufacturing techniques can be classified in four distinct
groups: Subtractive, such as machining, which removes layers of material to create ge-
ometry, and are usually automated; Joining, such as welding; Dividing, such as cutting
or shearing; Transformative, in which the mass of the object remains unchanged, such as
forging [Abdulhameed et al. 2019] or hydro-forming. Subtractive processes are common
for prototyping, but require large amounts of energy and have high “buy-to-fly” ratios,
(the relationship between the mass of the starting billet to the finished part) [Watson
and Taminger 2018], while the increase in part complexity leads to higher complexity
of the manufacturing equipment, which in turn limits the use of Transformative and
dividing processes.

Originally developed for prototyping, a fifth class, Additive Manufacturing (AM), al-
lows for greater energy efficiency and lower material consumption [Watson and Taminger
2018]. Parts manufactured through this method allow production of complex geometries
from a selection of tailored materials while reducing material waste [Bikas et al. 2016].
Contrary to Subtractive manufacturing, this process consists in joining materials by
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adding successive layers, based on a pre-existing 3D model, using 3D printers [Abdul-
hameed et al. 2019,Zafar and Zhao 2020].

While initially confined to rapid prototyping, AM quickly transitioned to rapid tool-
ing, creating tools for traditional manufacturing methods. Advances in technology as
well as the greater range of materials available mean that multi-material, fully functional
end user products are now possible. The constant decrease in the price of 3D printers
made the technology available to all business sizes, and some large electronic retailers
provide dedicated 3D printing services. As 3D printers became more common for low-
volume production, the unit cost reduced accordingly [Holmström et al. 2016], which led
to a newfound success in home fabrication, as large retailers started selling 3D printers
and other associated components [Rayna and Striukova 2016]. Recent research on AM
technologies focus on innovation and customization, while also showing promise in the
optimization of factory operations, by containing production in a single build envelop
and therefore greatly reducing tooling costs [Holmström et al. 2016].

Aside from increased complexity of geometries, AM allows for the manufacture of
non-removable assemblies and the use of multiple materials during printing to optimize
the parts performance. New possibilities also come with new limitations, and AM pro-
cesses must take into account factors such as temperature control, build orientation for
improved mechanical performance and built time reduction, support generation and re-
moval to ensure correct fabrication and machine limitations [Salem et al. 2020]. The ma-
terial selection is wide and ever increasing, with metals polymers, concrete, composites
and even edible materials such as chocolate [Mwema and Akinlabi 2020]. Common appli-
cations for AM technologies include medical industries (implants, functional body parts,
biotech), construction (components or entire buildings [Garćıa-Alvarado et al. 2021]), as
well as food, automotive, research and aerospace industries [Wickramasinghe et al. 2020].

The structural complexity which AM allowed led to a natural integration of TO into
the AM design process. AM removes the constraints of traditional manufacture method,
while also creating “lightweight, high-performance” parts [ZHU et al. 2021].

4.1.1 Quick Overview of AM Technologies

AM technologies can be classified in several different ways. [Abdulhameed et al. 2019]
uses the initial material state to separate different technologies. This is a common
description of AM technologies, as the initial material state will dictate which process
can be used for manufacturing. Following this logic, Figure 4.1 depicts a selection of
materials and associated process of AM.

The choice of AM technology is dependant of weighing their advantages and disad-
vantages with of the required design specifications, along with material and mechanical
considerations, such as impact resistance, ease of printing, heat resistance and visual
quality, among others. [Wickramasinghe et al. 2020] overviews some of the methods
present in Figure 4.1, but as they are far too many to go into detail, and the intricacies
of each are not the subject of this work. Instead, Fused Deposition Modeling is used as
a reference example of what a designer should consider when designing a part with an
AM method in mind.

Fused Deposition Modeling, also known as FDM, is the most common extrusion based
technology for AM, being low technology, easy to operate, and cheap to maintain and
resupply [Medellin-Castillo and Zaragoza-Siqueiros 2019]. In this process, string shaped
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Figure 4.1: Summary of several AM technologies, separated by initial material state and
associated technology, adapted from [Abdulhameed et al. 2019]

solid material (filament) is passed through a metal nozzle which melts and deposits it
layer by layer into a build plate. Multiple nozzles can be used if the printer and slicer
support it, for cases in which multi material or support material is needed, such as soluble
supports [Wickramasinghe et al. 2020]. Common materials include PLA, ABS, PETG,
Nylon, composite materials, carbon fiber [Wickramasinghe et al. 2020], and even flexible
materials, wood and chocolate. FDM is also the most prevalent in home fabrication, as
printers became small enough to fit on desktops.

4.1.2 The Manufacturing Process

Producing a part for AM follows a digital based methodology: Initially, a digital model
of the part is required. These can be created using 3D modeling software (such as
CAD) or using 3D scanning technologies [Rayna and Striukova 2016]. In this first phase
Computer Aided Engineering (CAE) can be used to simulate the material response
to certain types of loads and constraints [Wickramasinghe et al. 2020], optimizing the
geometry through fast iterations, with AM allowing for the production of the resulting
complex geometry [Remache-Vinueza et al. 2021]. The model is then converted into
a triangle mesh which can be stored into an .STL file format, then passed through a
”slicer” software, which generates a layered tool-path and converts it into commands for
the 3D printer [Steuben et al. 2016]. The ”slicer” allows for customization of most printer
parameters, such as layer height, temperature, and part orientation, depending on the
AM process. After the part is prepared, the manufacture process occurs autonomously
and requires little supervision (and some 3D printers come prepared with monitoring
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Figure 4.2: Schematic of the functional components of the FDM process [Mwema and
Akinlabi 2020]

equipment to facilitate supervising work over distances). When the parts are finished
printing, they are removed, and excess material is discarded and additional processing
(such as sanding or polishing) is done, if required [Vaneker et al. 2020].

Figure 4.3: Generic process of design for AM, although some variation can occur from
technology to technology.

4.2 Design for Additive Manufacturing

As with traditional manufacturing methods, AM also benefits from designing a product
with insight from the desired AM process. The increase in product complexity and client
expectations, both of quality and modularity, necessitates for a manufacturing process
that responds accordingly [Salem et al. 2020].

Designing without insight from the manufacturing process can incur extra costs dur-
ing development if the product were to fail during manufacture, or if it required modifi-
cation in the later stages. With the continuous advancement of computer technologies,
came the possibility of creating a symbiotic relationship between design and manufac-
turing. [Gebisa and Lemu 2017]

This process, called Design for Manufacturing (DFM), attempts to reduce cost and
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complexity of a part, simplifying the process of its manufacture by minimizing the com-
plexity of manufacturing operations and reducing the number of tight tolerances [Du-
rakovic 2018]. A DFM methodology contains rules, guidelines and tools which aim to as-
sist in creating a design adapted for a specific manufacturing process, while acknowledg-
ing the importance of having such considerations early in the design process [Medellin-
Castillo and Zaragoza-Siqueiros 2019].

Design for Additive Manufacturing (DFAM) is based on the same principles as DFM
(and as such, is an integrated methodology), but seeks only to optimize a product for
a specific AM process. Products optimized in this way can be produced more reliably,
require less manufacturing time and are more cost effective [Vaneker et al. 2020], as they
have fewer and customizable parts, are more cost effective and have simplified assembly
procedures, when compared to parts manufactured without DFAM [Durakovic 2018].
The goals for DFAM are the same as those for DFM, although the unique capabilities of
AM presents new challenges as each AM technology has its own constraints which must
be accounted for [Medellin-Castillo and Zaragoza-Siqueiros 2019].

[Salem et al. 2020] separates the information necessary for a DFAM methodology into
four categories to successfully manufacture optimized parts for a specific AM machine:

• Material knowledge — Considering material shrinkage, constraints and anisotropy,
as well as removing unnecessary geometries and defining their orientation.

• Process knowledge — Printer specifications (such as layer thickness for the ma-
chines resolution, and other material considerations, such as purity and tempera-
ture) and build orientation.

• Product knowledge — Adding functional information to the model and apply
Topology Optimization (TO).

• Procedural knowledge — Optimizing production, reducing material and time costs,
and accounting for the production volume.

4.2.1 DFAM Methodologies

Several frameworks have been proposed over the years, although the relatively recent
acknowledgement of AM as a production technology, the varied production methods
which are optimized differently and lack of education in the subject result in no single,
generic framework for all design situations [Vaneker et al. 2020], [Medellin-Castillo
and Zaragoza-Siqueiros 2019]. [Salem et al. 2020] proposes a five step methodology for
DFAM:

• Client Specifications — Converting requirements and constraints given by the client
into workable data, such as dimensions, functional surfaces, tolerances and loads.

• Functional Domain — Functional surfaces and volumes are created taking into ac-
count the necessary manufacturing tolerances (such as minimum thickness), which
may vary depending on part orientation and the chosen process.

• Process Domain — Integrating the process details and constraints and choosing
the appropriate material, based on machine and part constraints, such as part ori-
entation and thermal considerations, to ensure the functional part in the previous
process can be manufactures successfully;
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• Optimization — Using TO to optimize the part volume, reduce weight, material
usage, cost and operation times.

• Simulation — The manufacturing process, as well as the mechanical properties of
the part are simulated to ensure adequate manufacture of the part.

Each AM technology has different considerations in regards to the Functional and
Process domains. The FDM process is notorious for needing supports for overhanging
parts that are over a 45º angle, while others dispense with supports entirely [Wickramas-
inghe et al. 2020], but the methodology is maintained throughout the different processes.
Other geometric considerations must be taken into account, such as part size, minimum
wall thickness and build orientation, which can influence the final part’s visual and me-
chanical characteristics, and therefore cost and production time [Medellin-Castillo and
Zaragoza-Siqueiros 2019].

The digital nature of the AM process allows the use of algorithms to assist in au-
tomating such procedures. [Briard et al. 2020] proposes an automated methodology based
on GD combined with TO, providing better insight on possible solutions for the final
part design, while also maintaining a similar methodology to the one described above.
The methodology involves constant looping during each step to ensure that the selected
designs are optimized before continuing to the next step, and can be summarized in four
steps:

• Translation — Converting all part data into the required GD software data (such
as dimensions, loads and tolerances).

• Initialization — Optimization, refinement and analysis using GD tools.

• AM Guidelines — Integrating AM constraints and production optimization based
on material and process.

• Refinement — Further refinement of obtained solutions, and final analysis.

Using GD techniques allows the designer to obtain unconstrained models in the
initialization step, and looping the process allows the designer to return to an earlier
model, if the next iteration wasn’t satisfactory. The same process applies to the next
two steps, where only new information is added (such as manufacture constraints in AM
Guidelines), and further looping is performed to guarantee the best possible result.

In practice, automating such methodologies requires key points of each process to
be addressed. [Zwier and Wits 2016] utilizes an algorithm to find the optimal build
orientation and minimize the support volume needed, by using the convex hull principle
and comparing it to the parts mesh model. The algorithm provides several solutions for
part orientation, and utilizes the best one to orientate the part in the build plate, as
demonstrated in Figure 4.4

In summary, although there is no single accepted DFAM baseline methodology, their
principles remain the same, and the digital nature of the AM process provides the nec-
essary framework to automate several steps in these methodologies using an algorithmic
approach.
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Figure 4.4: Possible part orientations obtained from the algorithm, red being most
suited, followed by green and then blue [Zwier and Wits 2016].

4.3 Customizable Products

A customizable product is a product designed with input from the user, and which
can have its features or properties modified after the product has already seen its first
use, allowing the user to change the products performance to meet their specifications
[Colombo et al. 2020]. It is distinct from product personalization, as in this case a
product is tailored to a specific customer, often without their input, while customization
implies that the customer has had input in the product development process [Deradjat
and Minshall 2017]. A common example for personalization is marketing, in which
costumer information is used to produce advertisement targeted to a specific consumer
demographic [Pallant et al. 2020].

[Pallant et al. 2020] show an increasing preference for the majority of U.S.A. online
shoppers to acquire customized products or services, revealing how customizing adds
value to a product, which can be sold at higher prices and with costumers accepting
longer wait times. Many large companies allow some form of customization for their
products, such as Nike, which allows a consumer to customize their sneaker, and Dell
which offers a large level of customization (with regard to other brands) when choosing a
desktop computer or laptop. However, applying a customization model to large volumes
of production, know as mass customization, requires a deep level of understanding of
the underlying market [Bernhardt et al. 2007]. The shoe company Shoes of Prey, which
started making fully customizable shoes based on customer specification in 2009, entered
liquidation in 2019 due to the high cost of the customization model used, as well as the
”inability to achieve mass market customer adoption” [Pallant et al. 2020].

Additive Manufacture technologies present a new way of tackling the high costs
of manufacturing a customized product [Deradjat and Minshall 2017]. A new trend,
Direct Digital Manufacturing (DDM) investigates the use of AM technology for the local
manufacture of customized goods [Srinivasan et al. 2018]. AM’s high degree flexibility is
one of the main reasons for its use with customizable products [Srinivasan et al. 2018].
As AM allows manufacturing of end-user products, allied with an ability to work solely
of 3D models, it presents a faster alternative to producing such a product. Additionally,
the reduced tooling costs, the ability to work with small batch sizes without extra costs,
the use of multiple materials and reduced need to keep inventory (as some parts can be
produced on demand) are other reasons why AM has great potential in producing mass
customized products [Srinivasan et al. 2018].

Rodrigo Rocha Lopes da Fonseca Master Degree



24 4.Additive Manufacturing and Customizable Products

Displayed in Figure 4.5 is a 7-inch tablet developed by [Stanciu et al. 2019], complete
with manufacturing process, which allows users to modify any of its six modules to
suit their needs. Such modules include, but are not limited to, a bluetooth speaker, a
flashlight, additional battery capacity, and several cosmetic options. Included are also
several manufacturing options for the tablet frame.

Figure 4.5: Customizable tablet with replaceable modules, as proposed by [Stanciu
et al. 2019].

When developing customized products, it is also important to dedicate resources to
the interface in order to guide the user through the creation process, as demonstrated
by [R. Pescaru and Oancea 2017]. Attention should be given to how the information
is displayed, and which should be present, as functionality is an important part of a
customizable product [Felfernig et al. 2001]. As such, it is important to not saturate the
user with information, and a careful selection of information should be undertaken.
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Chapter 5

Exploration and Validation

With the concepts now discussed, this chapter will focus on validating each approach
using simple examples, and exploring AD’s capabilities and its presence in currently
available software tools. Initially, the CAD tool and programming language are se-
lected, followed by testing shape creation using Parametric, Generative and Algorithmic
techniques, and ending with use of existing software tools to help solve design problems.

5.1 Tool and Language Selection

The choice between Fusion and Rhino comes down to two factors: the type of license
available, and the feature set provided through scripting. Fusion is a full fledged CAD
software, with several extras such as Topology Optimization (TO) or Autodesk’s Gener-
ative Design (AGD), and is more adequate for solving engineering problems, as Fusion’s
solid based models also allow for design tolerances and general dimensions to be applied
to models, which make it ideal for functional models. The text-based Application Pro-
gramming Interface (API) used by Fusion is based on Python, which potentially allows
for integration of other tools inside the same script due to Python’s large and grow-
ing community which provide free and paid plugins. As for Rhino, its comprehensive
surface based modeling, although powerful, is less adequate for solving engineering prob-
lems. The main interest in Rhino for this work comes from Grasshopper, with its visual
programming interface, which can also be customized with python.

The choice was made to use Fusion, as it has an educational license which grants
access to its comprehensive analysis tools and is more adequate for solving engineering
design problems.

5.2 Exploring Parametric and Generative Approaches

Experimentation is carried out on Fusion to test the validity of the parametric and
generative techniques to better understand how to use them to solve design problems.
The initial tests were dedicated to establishing a set of activities which can be identified
as either Parametric Design (PD) or Generative Design (GD), and highlighting some gray
areas that occur in their interaction. Testing was done resorting to simple geometries,
as the focus of these approaches is not how its shape is generated, but how a design
problem is tackled with each approach.
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5.2.1 Creating Objects Parametrically

To model a rectangular hexahedron in a parametric way, its 3 dimensions are used
as parameters. Fusion allows for lists to be created through its “Change Parameters”
option, and each dimension assigned a variable, length, width, and thickness with a
base value of 100mm. A sketch is then drawn using length and width as dimensions,
and extruded with thickness to form a perfect cube. The presence of a fx prefix when
sketching in Fusion indicates that this dimension is set by a parameter. By altering
the parameters directly, the cube alters shape accordingly in real time. In contrast,
modifying shape traditionally requires modifying the initial sketch and extrude feature
to achieve the same result. Furthermore, these parameters can be related to each other,
modifying the model as a whole with only one parameter. In Figure 5.1, the thickness is
set at half the sum of the other two dimensions, and the overall shape can be manipulated
by modifying its length and width.

Figure 5.1: Parametric variation of a rectangular parallelepiped’s dimensions.

The same approach can used with more complex shapes. Figure 5.2 shows Bolt.py,
one of Fusion’s inbuilt examples, which creates a bolt based on inputs by the user, and
allows real time modification of its shape. The methodology is the same as the previous
example, where the user controls key parameters to obtain design variation, instead of
resorting to manual modification of the model.

Figure 5.2: Parametric bolt created using the API, along with interface for real time
modification. From Fusion’s built-in library.

Although the previous examples are simple in nature, they showcase the parametric
way of approaching a design problem: selecting key parameters from the multiple design
variables, achieving design variation according to the designer’s intent to use as param-
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eters. This type of workflow simplifies the process of modifying the model by having
it adapt to changes immediately, while also establishing relationships between multiple
components to ensure the model adapts correctly.

5.2.2 Generative Thinking

Exploring the generative approach can be done by expanding the parametric example
into a fully automated routine. Multiple variations of the initial cube can be achieved
by automatically varying the desired parameters and displaying each outcome to the
user. Fusion lacks this feature as a built-in, but the same effect is achieved by using
Fusions API. Firstly, the basic cube shape is programmed in python, and configuring
one if its dimensions as a height parameter, randomly generated within a 50 mm to 500
mm range. These basic instructions are then placed in a cycle to generate 100 variations
with a pseudo-random height. Running the script returns each iteration displayed to
the user as a separate body. Notably, the process of creating a cube based solely on
programming is much more laborious compared to the traditional method, but allows
automating the generation of multiple alternatives. The result is depicted in Figure 5.3.

Figure 5.3: Generative solution set with height variation, showing 100 results.

Generative approaches benefit greatly from automation, as filters can be applied to
help select alternatives with the right characteristics. Fusions API allows access to all
attributes of the object body, including its material, so results can be tailored to fit
any parameter imposed by the designer. Mathematical equations can also be used, as
long as its output corresponds to a valid attribute of the object body, such as height,
mass or length. For demonstrative purposes, the example in Figure 5.4 was obtained by
generating and filtering out all objects with a volume greater than 2500 cm3.

In the example from Figure 5.4, a parameter was set within a range to obtain vari-
ation. However, parameters aren’t limited to variables which describe the geometry,
they can also be mathematical equations. In Figure 5.5, the parameter that controls the
object height was changed instead to follow the curve of an exponential function with
each iteration. Much like the previous example, some solutions were filtered out based
on their volume.

These examples were both parametric and generative in nature, as the object creation
was achieved through parameter variation and several results were generated and filtered.
As it requires the use of the API, and therefore was scripted, it also constitutes an
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Figure 5.4: A different Generative solution set in Figure 5.3, with results with a volume
of over 2500 cm3 removed from the solution space.

Figure 5.5: Generative solution set where each object’s height follows an exponential
function, with some results filtered based on their volume.

algorithmic approach. To note that in the previous examples, each geometry represents
a a possible solution for the designer to choose, rather than a single model made from
smaller geometries.

5.3 Working with the API

Programming shapes through scripting is analogous to the process used to generate a
cube for the generative testing, but, in this section, the process of creating shapes and
automating tasks is explored in-depth. Complex shapes are increasingly difficult to cre-
ate while relying solely on algorithmic descriptions when compared to using the GUI
due to the need of re-running the script with every modification. However, there are
benefits for using a scripted approach, namely in task automation, the ability to inte-
grate pertinent design knowledge through mathematical equations, or assist in exploring
solutions through automatic model generation for conceptual work. Hence, the focus
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of the this section is in programming scripts that can be interactive with the designer,
either automating or providing insight about the model.

Two options for programming are available. The first, Scripts, selects and executes a
single script. Depending on the script, inputs may be required for it to function properly,
but it can also be ran independently from the user. The second option is Add-ins, which
can be loaded automatically when Fusion starts and used to create commands tailored
to assist the user in certain situations. Add-ins are best suited to assist during the design
process as they remain in Fusions toolbar and are easier to access.

Not all features can be accessed using the API, most notably, access to other modules
inside Fusion such as Topology Optimization (TO)1 or Autodesk’s Generative Design
(AGD), and to a select few features including Mirror and the measure tool is restricted,
as depicted in Figure 5.6. This means that to make use of some features from Fusion’s
library an intermediary step between running the script and obtaining a result is done
manually. Features with full functionality can be freely accessed through scripting, while
those with limited functionality may not be as complete as with manual interaction.

Figure 5.6: Sketch feature availability (in green) when using the API [Erinks 2015]

5.3.1 Exploring Algorithmic Shape Generation

Tackling a problem using a scripted approach allows sketches to be drawn based on
mathematical equations. Alternatively to expressing profile sketches as separate points
in space, these can be expressed as functions, either 2D or 3D, and used to create very
intricate surfaces. In the next example, several splines are expressed as multiples of an
exponential function and expanded into the third dimension to give a slanted look to
the splines. Running this in a loop creates several splines with a increasingly steeper
incline. From here, the shape is developed further by adding Perpendicular splines to
create a weave effect in the object as seen in Figure 5.7. These can be swept using a

1The Topology Optimization module is named Shape Optimization inside Fusion360, which is not
entirely correct in the scope of structural optimization
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profile and set to automatically fillet edges, creating rods as is seen in Figure 5.8, but
other features such as lofting are available.

Figure 5.7: Spline generation based on a exponential function through algorithmic
means.

Figure 5.8: Rods created using splines, using the sweep feature.

Both examples were created with parametric characteristics in mind. The number of
splines, their length, the number of spline fitting points and the strength of the curvature
are used as parameters to modify the final shape produced by the script.

As each spline fitting point corresponds to a point defined by its spatial coordinates,
the positional information from the exponential function can instead be used to place
objects and generate abstract shapes. The example from Figure 5.9 was created from
the spline examples, but instead of creating a spline point, a cube was placed at each
spline location, using exponential functions for the splines. It shares some similarities
to the generative solution set from Figure 5.5, without solution filtering. Instead, each
geometry is evaluated and automatically color coded according to its total area, using
the API to interact with the Appearances module of Fusion.

The same procedure can be used to extract relief information using height maps.
Each pixel of a height map usually contains contains displacement (or height) data which
can be translated into a mesh object using the API, providing a reliable reproduction
of the surface topography captured by the image, and allowing images to be converted
into meshes. These maps are usually black and white, but can also be in gradients, with
lighter colors representing a protuberance and darker colors representing depressions Fig-
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Figure 5.9: Geometries placed following an exponential function, and color coded based
on their area. Green represents geometries under 600 cm2, yellow between 600 and 1000
cm2, red between 1000 and 3000 cm2, and blue are over 3000 cm2.

ure 5.10 depicts one add-in example, Image2Surface.py, a script which automatically
converts any height maps into a 3D shape, either a mesh or a surface [Kellner 2016].

Figure 5.10: Mesh surface generation based on a terrain height map.

Texture maps can also be used to generate or edit shape. Instead of using the height
data, in this example it is used to create profiles and apply them to a sketch selected
by the user. The example from Figure 5.11 automatically generates profiles fitting the
selected sketch profile. The profile shape, size, and number can be modified by the user
before publishing the design to fusion. Once in fusion, the generated sketches will behave
as any other sketch. The generated profiles were then used to cut a pre-built cube.

It is clear that using AD has a steep learning curve, necessitating programming
background and API knowledge, although applying an AD perspective to certain exam-
ples can be beneficial when attempting to automate specific design tasks and inferring
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Figure 5.11: Automated voronoi sketch generation applied as a cut feature [Kellner 2016]

mathematical knowledge upon them, rather than attempting to create a fully completed
design using just AD. However, features that require modification or customization can
be built using AD principles, as it provides an interface to make alterations, as well as
simplifying the modification process.

Figures 5.10 and 5.11 used elaborate interfaces created with the API. These are
essential for enabling the customization of the design, as they enable the user to interact
with the model in a simple way through the use of parameters, reducing the time needed
to perform modifications when compared to manually updating the script and running
it again. Simpler interfaces can be made, much like in Figure 5.12 from the included
add-in Spur Gear. Aside from the options for the interface shown, others are available,
including text boxes, sliders, radio buttons and even images, allowing the user not only
customization of the design, but also the ability to tailor the interface for the desired
design exploration.

Figure 5.12: Interface for the included add-in Spur Gear, which creates gears based on
user inputs.
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5.3.2 Applying DFAM Concepts

Additive Manufacture (AM) benefits greatly from automation, hence building rules for
AM into a script will adapt geometries for specific manufacturing techniques. These are
dependant of the manufacturing process and the complexity of the design. For example,
parts for Fused Deposition modelling (FDM) benefit from no overhangs to limit the
construction of supports and therefore reduce print time. Complex scripts can be built
which can orientate the part to reduce the amount of supports, such as described in
sub-section 4.2.1, but these are complex programs. A simple automation is the control
of the part height in rengards to the layer height used by the printer. Each printer has
a layer height defined in the slicer settings, which can be adjusted to account for several
factors, such as nozzle diameter. Although not strictly necessary, if the layer height is
set for a given, the height of the part should be a multiple of this to ensure the finished
products printing tolerances are correct. Figure 5.13 depicts one such example: a script
which creates a flat plate with a customization interface to allow the user to set its height
and a desired layer height. The value the user inputs is automatically set as close to a
multiple of the layer height as possible to ensure correct printing.

Figure 5.13: A flat plate with customizable height and layer height, where the part
height is automatically adjusted to be a multiple of the layer height to improve printing
tolerances.

5.4 Exploring Built-in Tools

Besides interacting with Fusion and creating geometry using scripts, there is also interest
in its built-in tools, namely for their engineering applications, for the possibility that
they might also include activities related to AD, and for the possibility of interacting
with it through scripting. The tool selected for this is Autodesk’s Generative Design
(AGD), a module focused on alternative generation for specific design problems. AGD’s
inputs include loads, constraints, manufacturing methods, materials and a design goal.
Although namely a Generative Design (GD) approach, it is a good candidate for inter-
facing using scripts since it is included in the Fusion environment, and therefore can
constitute part of an Algorithmic Design (AD) approach.
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5.4.1 AGD Methodology

The example chosen to test its design capabilities is a sample from the built in library
in Fusion, a ”Motorcycle Triple Clamp”, depicted in Figure 5.14.

Figure 5.14: The prepared CAD model for the Motorcycle Triple Clamp example. a)
Chassi connecting rod; b) Right suspension arm; c) Left suspension arm; d) Preserved
geometry during the generation process.

In this example, the goal is to design a clamp between the chassis linkage point and
the suspension arms of a motorcycle. Colored red are the chassis pickup points (FIG a)
as well as the suspension arms (Fig b and c), indicating they are obstacle geometry in
which material cannot be placed. Green geometry indicates that it is to be preserved
during the creation process, and represents the initial geometry from which the algorithm
will use to create shape. The central preserved ring has its constraints set to fixed, and
a load case of 4500 N in the -Oz direction applied (perpendicular to the length of the
obstacle geometry represented by the yellow arrow). Two additional bodies are placed
vertically as obstacle geometry, one at each end of the preserved geometries, to guarantee
that the finished solutions do not extend past this region.

The manufacturing methods selected were 2 axis cutting, 2.5, 3 and 5 axis milling, as
well as additive and an Unrestricted fabrication method. AGD does not place limitations
on the type of material used for a manufacturing method. As the amount of design results
is dependant of the number manufacturing processes and materials used, the materials
were chosen while taking into account their possibility of manufacture, but should merely
be seen as illustrative of the entire process:

• 2 axis cutting and milling — Titanium 6Al-4V, Stainless Steel, Bronze, Brass, and
Aluminium 7075, Aluminium 6061-O.

• Additive — ABS Plastic, PET Plastic, PC Plastic, Nylon 6, Titanium 6Al-4V,
Aluminium and Poliamide.

• Unrestricted — Aluminium 6061-O, Titanium 6Al-4V, Stainless Steel, Bronze, and
Brass.

The materials for the 2-axis cutting and all the milling alternatives provided are
identical, while Additive included thermoset plastics, and the Unrestricted method dis-
pensed with Aluminium 6061-O. It is important to note that some materials are not
ideal for the situation or for the manufacture method, but the interest of this example
is to explore AGD’s capabilities and to generate the most possible solutions for this
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design problem, they were still kept as possibilities. Fusion also provides cost estimates
based on production volume, but does so to a limited number of materials available, and
plastics such as ABS or PET are not among these. However, to provide more realistic
materials for the Additive process, and since the library of additive materials for plastics
is extremely limited, they were still included in the example.

The next step involves selecting the objective for the creation process, and AGD
allows the user to select two goal functions, either minimize mass or maximize stiffness.
The user can then set constraints for them, either the safety factor for the minimize mass
goal function, or safety factor and mass target for the maximize stiffness goal function.
In the interest of simplifying the process, the goal was set to minimize mass with the
default safety factor. The example can now be run through Autodesk’s cloud service,
which frees the designer from using their own machine to compute results, while at the
same time leaving the designer dependant of the cloud service’s ability to process the
request.

Once complete, the process yielded 48 total outcomes, called “studies”. Each out-
come went through several iterations until it either converged, or the process terminated.
AGD evaluates how well suited each result is to the design conditions, represented by a
percentile recommendation under each result. These results can be filtered and sorted
using a different number of available metrics, including volume, mass, material, and
maximum displacement, as well as selecting which manufacture methods will be dis-
played at one time. The best recommended 3 studies of this process, selected from the
titanium and stainless steel studies are displayed in Figure 5.15. Each study provides
detailed information about its cost, process and mechanical properties, along with the
study recommendation for their application.

To better visualize the totality of studies performed by AGD, the designer can select
scatter plot view, and define the axis to be any of the same metrics available. Figure
5.16 contains a scatter plot with 8 studies, with mass as the X-axis and maximum
displacement as the Y-axis, with the ”thumbs-up” icon representing a recommended
study. Hovering over each plot displays information similar to Figure 5.15 without
having to access another screen. For 3D viewing of the model, AGD can also display
a stress reference map, providing insight on its mechanical properties, as depicted in
Figure 5.17.

Taking a closer look at the solution creation process, although the final shape appears
to have been ”grown” from the initial preserved geometry, the process actually consists
in creating a structure that covers the rough shape of the part and avoids the defined
obstacle geometry. To this Fusion applies a layer of Topological Optimization (TO), with
further iterations refining the shape until the termination criteria is achieved, however
the algorithm does not account for buckling, which may result in unrealistic results in
pure compression or tension situations [University 2021]. At its core, AGD uses a level-
set approach which is based on surface area, so additional outcomes can be achieved by
simply varying the area of the preserved geometries [University 2021]. The total amount
of outcomes obtained will vary depending on how the process is customized, but one
can generally achieve a large solution space with relatively optimized parts for different
manufacturing methods. This generative process avoids the deterministic approach of
TO to finding the optimal solution, and instead focuses on displaying a wide arrange of
options, but still reaps the benefits of TO by optimizing for different sets of conditions
given by the user.
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Figure 5.15: Filtered results containing some of the parts manufactured using only
stainless steel and titanium, sorted by recommendation.

In summary, AGD performs not only within the concept of a GD software, but also
with an algorithmic base. However, it cannot be considered as a fully AD software,
as the control given to the designer is rather limited. Although AGD does generate a
considerable amount of alternative solutions for the proposed constraints, if the designer
wants to modify the part to accommodate different types of suspensions with different
dimensions, he will have to perform these modifications manually, before beginning the
process all over again. In this way, AGD does not truly promote early stage design
exploration, rather generating shapes for a single solution provided by the designer.
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Figure 5.16: Scatter plot.

Figure 5.17: Top view of Outcome 42 showing the first iteration of the creation process
with the preserved geometry shown in green (Top), and the stress map of the last
iteration (Bottom).
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Chapter 6

Case Study

6.1 Proposing a Methodology

To demonstrate an AD approach to a design problem, a practical application was devel-
oped using the methodology proposed in Figure 6.1. This process is to be applied in the
early design stages, when it is necessary to explore different design alternatives, and as
such is geared towards reducing the overall time spent exploring designs by automating
menial tasks, as well as inferring knowledge relating to a specific products design, while
providing a degree of expandability based on a good coding workflow. Due to its scripted
nature, such approach allows for interfacing with other software tools, be they in the
same ecosystem or not. It is of note that the particular object of this case study is not to
develop a final product, rather to demonstrate the use of the methodology as a generic
approach to a design problem.

Figure 6.1: Proposed methodology for solving design problems using Algorithmic Design.

The proposed methodology is divided in two stages. The first stage is the most
important, as it involves creating a script based on previously identified rules which
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describe the design object, as well as an interface to allow for direct manipulation of
the design. Since the script will control the design exploration, it should be tailored in
order to achieve the desired results, although it is always possible to perform further
improvements to the script. The second stage is dedicated to generating the final shape
and prototyping, which is not directly linked to design exploration. However, since such
an approach results in several design alternatives, it is always possible to explore alter-
natives at this stage by combining several different solutions. The first stage comprises
four steps:

• Step 1: Identifying Design Constraints — In this task, all important infor-
mation relating to the design is collected. Selecting components, identifying their
main dimensions and defining characteristics, key parameters which will allow for
the desired design variation, as well as a design goal. A manufacture process is
selected, along with a tool for shape generation in the second stage. After a tool
is selected, any additional components necessary for its use are also identified. For
example, using AGD as a second stage tool will necessitate the creation of preserve
and obstacle geometry which needs to be identified before hand.

• Step 2: Algorithmic Description — After collecting all necessary information,
a generic model of the design object is created, along with the customization
interface which will allow the designer to edit the model. This interface should
contain the parameters the designer believes to be necessary to achieve design
variation in the intended manner. At the same time, it should be clear and guide
the designer through the design exploration by limiting or advising about the
desired parameters. Geometry generated at this stage should be simple in nature,
mostly due to the long time needed to code complex shapes. The generic model
is only a mockup of the general component layout, along with all other created
geometries.

• Step 3: Evaluation and Selection — The actual design exploration stage, and
a central step for this methodology. The script is run, and the designer uses the
customization interface to explore different design alternatives. Running the script
multiple times should also allow for side by side comparisons between several de-
sign alternatives. Alternatively, a GD dimension can be added by automatically
generating the results based on a goal function. Other design considerations, ini-
tially missed or now apparent, can be added to the script to further enhance the
exploration stage. After exploring alternatives, a design is selected to proceed to
the second stage and the final shape generation.

• Step 4: Code Review — While exploring different alternatives in Step 3, other
design considerations may be identified, or it may be made apparent that the alter-
natives generated are less than ideal. In this step, the newly identified constraints
are added to the script to help better tailor the alternative generation.

Once the obtained alternatives are satisfactory, the second stage can begin. Since it
is possible to have several different alternatives in this stage, this stage can create great
variety by matching different components. This stage includes three steps:

• Step 4: Shape generation — The final object shape is created using the tool
specified in step one of the first stage. There is no limitation on what this tool can
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be. It can be manual modelling based on the the Mockup stage, an AGD or TO
based generation, another scripted approach created by the designer, or even other
software tools which can use the exported model created in the first stage. Since
the script was tailored for this process, it is important that this choice is made
early in the first stage. If the results obtained for the object’s shape is unrealistic
or undesired, it is recommended to review and return to Step 3 in order to generate
better solutions.

• Step 5: Shape Review — If the final shape is not satisfactory, it is also rec-
ommended to review and identify the possible problems, then return to Step 3
to attempt to generate better alternatives. At this point, if no other promising
alternatives can be generated, the script should be reviewed.

• Step 6: Prototyping — With the final shape generated, all that is left is to
produce the model with the selected manufacturing method to test the prototypes
functionality and its manufacture feasibility.

6.2 Case Study

The case study selected applies the proposed methodology to custom drone construction,
specifically on multicopters. These Unmanned Aerial Vehicles (UAV) are know for their
agility and versatility which makes them suitable for use in areas of difficult access [Rible
et al. 2020, Carney et al. 2021]. Applications include search and rescue, surveillance
[Carney et al. 2021], topography, agriculture, sports [Vepa and Sagar 2019], cargo
transport and forest fire detection [Ononiwu et al. 2016], and building inspection [Eiris
et al. 2021,Donghai et al. 2021], among others.

Figure 6.2 contains some of the necessary components to build a quadcopter, with
the exception of the battery. Since the frame is used to attach all components, it is chosen
as the design object. Several authors have tackled the issue of frame building for drones.
[Bright et al. 2021] sought to optimize an existing frame by using generative design,
while others used FEM analysis to produce optimized frames [Vepa and Sagar 2019,Wei
et al. 2015]. These examples all focus on building a frame for chosen components, but
they do not allow for exploration of different combinations. Quadcopter frames alone
can have a number of configurations in relationship to its arms [Bright et al. 2021],
and components, although standard, can vary quite a bit in size and mounting location.
The goal is then to create a frame which support the main components, as well as arms
which support the motor and propellers which interface with the frame. However, it
should be noted that the main focus is achieving design variation, rather than following
a deterministic approach to be able to select the best possible solution.

The wide range of hobby-level drone components make it an excellent candidate for
application of a customizable interface, where the user can input the specifications of
each component to achieve different solutions. Thus, to automate design exploration,
a customizable frame that can produce a large number of alternatives is created using
Python. Design modularity is fundamental, so to better use Python’s wide spread avail-
ability, the code developed for this example features several quality-of-life improvements
to assist with adding further modules down the line.

The script generates design alternatives for combinations of drone components, as
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Figure 6.2: Main components of a quadcopter drone [Liang 2021].

well as their mounting points and functional surfaces, and utilizing manufacturing con-
siderations for the FDM manufacturing process. In the interest of demonstrating the
capabilities of an AD approach, three methods were used for the final stage: an AGD ap-
proach to generate the arms, an algorithmic approach, consisting of script based shape
generation for the frame, and a manual approach to add the final details mostly for
aesthetic purposes. While the number of main components can vary depending on the
intended application, there are seven which are essential for any drone build:

• Motors — Each provides a rated amount of thrust for a specific propeller, while
the number of motors will dictate the maximum lifting capacity and the overall
shape of the frame.

• Propeller — Matched with specific motors, they provide the needed thrust for
lifting.

• Battery and power distribution cables - Provides the power necessary for the motors
and on-board electronics. Its capacity will dictate total flight time, which can be
calculated by using the rated power for each motor.

• Propellers - Matched with specific motors, they provide the needed thrust for
lifting.

• Electronic Speed Controller (ESC) — Allows for controlling motor speed individ-
ually.

• Flight Control Unit (FCU) — The main control unit of the drone, it manages all
other electronic components, as well as user inputs to enable drone flight. Contains
components such as gyroscopes and accelerometers to enable altitude and attitude
control. FCU’s can vary greatly in complexity, and some can be configured for
automatic functions such as path following. Some FCU’s also come in four-in-one
configuration, in which the ESC and FCU are ”stacked” on top of each other to
reduce required space.
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• Radio transmitter and antenna — Responsible for receiving inputs from a trans-
mitter on the ground to allow for drone control.

Quadcopters are the only type of drone available with ”stacked” FCU and ESCs.
Other types of multicopter require a separate ESC for each motor, which is then in-
terfaced to the FCU. To simplify the design process, no particular action was taken for
these types of ESCs as they can be attached anywhere, although they are most commonly
attached to the arms.

6.3 Script Development

6.3.1 Design Constraints

Much like other design processes, the first step involves identifying which components
are necessary, their initial mounting location, physical dimensions, general design con-
siderations and predicted loads on the system, with most components being provided
with detailed schematics which can be used to extract their characteristics. Since the
most complex method of shape generation is AGD, it is also necessary to create obstacle
and preserve geometry, which will be used for the algorithmic and manual approach as
well.

After identifying the required components, parameters are selected to allow for de-
sign variation. In this case, as the script is intended to work with primitive shapes,
each component is simplified into a shape that will contain it. For example, motors
and propellers are simplified to cylinders, while the battery and FCU are represented
by rectangular parallelepipeds. Each components dimensions are converted to parame-
ters, as well as variables indicating their location in relation to others, which allows for
customizing each individual component for the users needs.

The components provide a general layout upon which to build the frame. Figure 6.3
represents a possible layout for a quadcopter from which was used for initial parameter
extraction. Three main parameters control the number of motors (and, with this, the
number of arms), the arm length measured from the center of the frame, and in the case
of quadcopters, the angle to the horizontal. For other types of multicopter there is little
to gain in controlling the angle directly, as these focus on stability and as such should
have their motors equally spaced. Together with the component related parameters,
they control the main design variation. To add further detail, other geometries are
considered, mainly the support points for the motors, the arm connection to the frame,
along with supports for the components within it. These geometries hold the secondary
purpose of serving as obstacle and preserve geometry for AGD latter in the second
stage. In addition, several holes were made to be able to mount the motors, FCU and
the frame-arm connection using screws.

6.3.2 Algorithmic Description

With all parameters extracted, a generic model is built, as well as the customization
interface to interact with them. Since the model is intended as a representation, rather
than a final product, all geometric shapes were kept as simple as possible. The resulting
model is depicted in Figure 6.4, with each body being color coded to facilitate iden-
tification. Green bodies are the frame sections, blue bodies correspond to the frame
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Figure 6.3: Example sketch representing the quadcopter layout (with some components)
which the frame is based upon, based on the layout from [Liang 2021].

and motor supports, yellow are the motors and red are the propellers, and the standard
components are default gray. For illustration purposes, a propeller body and the top
frame section were hidden.

In the interest of facilitating 3D printing for prototyping, the frame was separated
into a top and bottom sections, which are flat with no overhangs to avoid the use of
supports when printing. They differ only in the mounting holes for the FCU which are
present in the bottom frame, but absent from the top frame. Separation is achieved
through frame supports (in blue) which are also the attachment points for the arms,
providing clearance for the components between frame sections.

Interfacing with each parameter is done through a customization interface, which is
separated into tabs, each with a small description for ease of use, depicted in Figure 6.5.
The first tab contains the main parameters related to the frame, with the four following
tabs controlling each component corresponding to each component, as well as general
frame dimensions and mounting holes.

Due to its scripted nature, it is possible to improve the interface further by having
the script respond to incorrect inputs, or provide warnings for conflicting geometries, in
order to further guide the user.

6.3.3 Evaluation and Selection

With the script complete, the exploration process can begin. After some experimenting,
a quadcopter solution was selected, depicted in Figure 6.6. It was selected due to its
symmetric nature, which necessitates only one-fourth of the final design to be completed
to arrive at the final solution.

The solution followed common guidelines for drone building. Starting with the frame
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Figure 6.4: Generic model for a hexacopter obtained from all the extracted parameters.

Figure 6.5: The interface built to interact with the model.

size, which is measured from tip to tip of each motor, the maximum propeller size
corresponds to half the the frame size to avoid propeller interface. For multicopters
above four motors, this rule isn’t particularly accurate, but serves as a basis. Motors
are then chosen based on propeller size, with ESC’s and batteries chosen based on
motor power requirements. The FCU is then chosen to connect all these components.
The frame and its supports are automatically sized by the script to accommodate the
chosen components. The intricacies of the calculations needed for drone design are
omitted from this process as it is not the intended goal of this case study. As such,
the solutions are not an optimized way of drone building and should only be seen as a
design approximation, but serve the purpose of allowing unorthodox drone designs. Most
importantly, the interface allows for quick and easy editing, while taking into account
component relationships, which ensures that the whole model will react to changes in a
logical way.
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Figure 6.6: Selected model for further refinement.

6.4 Second Stage

After arriving at the desired solution, it it put through further development throughout
the second stage. At this stage the model is far too simple to be functional, so this
stage generates the final shape before prototyping. The frame sections will be generated
through a mix of algorithmic (scripts) and manual approaches, while the arms will be
created using AGD. Thanks to the models symmetry, only one arm needs to be designed
to arrive to the final model.

6.4.1 Creating Finished Models

Starting with the frame sections, they were prepared for application of the Voronoi script
from Section 5.4.1. At this point, further design alternatives can be created by creating
several complete models an matching components between them, before selecting a final
version. The process of preparing the sections consisted of filleting desired locations
and creating a boundary sketch within the frame section to avoid interfering with areas
containing mounting holes. After the frame was prepared, the Voronoi script was applied
several times to achieve several solutions, two of which are depicted in Figure 6.7.

Figure 6.7: Two solutions for the frame section, after application of the Voronoi Script.
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This process served three main purposes: to reduce the total amount of material and
time needed to print the frame sections while still retaining some structural strength,
to make the model more aesthetically pleasing, and to create more alternatives before
picking a final design. Once the frame was complete, an arm was created from the motor
and frame supports (in blue), using the process described in Section 5.4.1, making use
of the geometries built with the script and color coded in blue. Although AGD is meant
to obtain a range of solutions for a specific structural problem, in this case it was rather
used to generate several geometries to choose from. Three visually unique solutions are
presented in Figure 6.8.

Figure 6.8: Three unique solutions obtained from AGD, ordered by recommendation.

Lastly, the final models can be assembled from these parts. Although the frame
sections were ready for assembly, some artifacts resulted from the AGD process, ne-
cessitating for some post-processing before final assembly. This consisted of reopening
the screw holes which were closed during shape generation, as well as refining contact
surfaces to guarantee proper assembly. Due to the different alternatives generated for
each part, several finished models can be obtained by simply switching parts. One re-
sult depicted in Figure 6.9 has the arms built following an unrestricted manufacturing
method, while the one depicted in Figure 6.10 was created based on Additive Manufac-
turing (AM). For illustrative purposes all other components were removed to provide a
clearer visualization.

Figure 6.9: An assembled model containing both frames and all arms.
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Figure 6.10: Another possible solution with a different set of arms and a different voronoi
profile applied.

6.4.2 Prototyping

The final step in the proposed AD methodology is prototyping the final model. Both
frame sections are flat with few details, but each arm is a complex geometry, which is
where AM is advantageous. Resorting to AM technologies in cases such as these allows
timely fabrication of the arm structure using only one machine. The arms and frame
sections were specifically designed with this AM in mind, specifically FDM, as it is the
most common method. To demonstrate how these parts are fabricated, Ultimaker Cura
(shortened to Cura) was used to slice them and prepare them for printing.

Throughout the development of this case study, the subject of engineering a product
was deliberately avoided in order to be able to focus on exploring design alternatives,
rather than producing the best possible solution. However the use AGD and AM allows
for objective comparison of solutions in terms of their functionality, hence the arm so-
lutions obtained with AGD from Figure 6.9 and Figure 6.10 are compared. Regarding
the frame sections, these were designed to be easily printed without the use of support
structures, and as such present no significant challenge for this type of manufacturing.,
with a printing time of under two hours per section.

The first arm solution, now sliced, is depicted in Figure 6.11, with the support
structures represented in cyan, the walls in red, the filling in yellow, and with a total
printing time of seven hours. Although this specific arm solution was not obtained for
use with AM (rather, this solution is for an unrestricted method), Cura shows that it
is still possible to manufacture such a complex geometry, however it necessitates the
extensive use of support structures which are not ideal, but produce a functional model
in the end.

As for the other arm solution, this time optimized (through AGD) for AM, and
depicted in Figure 6.12 with the same color coding. This solution should be as functional
as the one presented in Figure 6.11, but requires far less supports and as such has a
final printing time of just two hours. Notably, the underside of the arm geometry, which
contacts the building surface of the printer, is now perfectly flat to improve adhesion
and reduce the amount of supports needed.

Since the goal has always been to generate alternative solutions, any of the finished
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Figure 6.11: Sliced arm geometry in the Cura environment.

Figure 6.12: Alternative arm geometry, sliced in the Cura environment.

models could be used to develop a final product, but since they were created for design
exploration rather than engineered to solve a problem, not much can be said about
their actual functionality. To improve these models, other structural considerations
should be taken into account when using AGD, and additional care with manufacturing
methods and materials should be taken. Despite their possibly lackluster performance,
both solutions achieve their goal of actually being possible to manufacture. However,
if a decision had to be made, AGD provides most of the information needed to be able
compare both solutions, such as mass, maximum stress, predicted cost and maximum
displacement. With Cura providing information about each models manufacturing time
and cost, plus the customization inherent in a slicer software, the designer has tools to
assist in making an informed selection of solutions throughout the process.

6.5 Script Additions

One of the strengths of using an AD based approach is the ability to tailor the scripts
to better explore design alternatives. The script used for this case study was built
on a parametric basis, using parameters to control the intended design variation while
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maintaining the capability of manually altering them, resulting in a combination of both
PD and AD. To better portray the capabilities of scripting inside a CAD tool like Fusion,
the initial script was modified to include a generative process together with the PD and
AD approaches already present.

6.5.1 Generative Design Variation

To achieve the desired GD process with the same parametric base, the main parameters
relating to frame dimensions, the number of arms, their length and their angle to the
horizontal, are now calculated automatically by the script, instead of being manually
introduced by the user. All remaining parameters relating to off-the-shelf components,
like the battery or FCU are kept as user inputs so as to serve for a basis for the design.

The result is depicted in Figure 6.13, with four total design outcomes from which
the designer can choose from. For each solution presented, the angle and length of each
arm is randomized to achieve the desired design variation. However, the arm length
was made a function of the propeller diameter to ensure proper clearance between the
propellers and the central frame sections.

Figure 6.13: Generative modification to the script, returning four alternatives based on
user defined components, which the designer can then choose from.

Randomizing is one of many ways design variation can be achieved using this ap-
proach. Using functions as a basis to achieve variation, or having the script iterate until
it achieves an optimum value for these parameters. This parameter optimization is not
limited to GD approaches, as the original script is also a good candidate to its applica-
tion. However, the goal was to explore different design solutions, rather than optimize
results for a specific case, so no optimization was included in the script.

6.6 Discussion

Creating a scripted tool for design exploration proved to have its challenges, the main
of which was establishing the connection between scrip and actual model. Locating
each body in spatial coordinates is simple when dealing with simple and few geometries,
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but once more geometries were added, it became difficult to keep track of geometric
relationships and the coordinates associated to them. This also complicates the process
of designing complex shapes, hence the reason why shape generation is relegated to other
tools. However, once the actual script was developed, it largely simplified the process of
exploring solutions, in which a design can be edited easily to meet changing requirements
through the design process. This process is further expedited by the use of the interface,
which although laborious to build, is easily expanded with new variables and edited to
provide other ways of altering the design, such as direct manipulators.

The time benefit in following the proposed methodology when compared to a com-
pletely manual approach is dependant of several factors, such as the design complexity,
the designers previous coding experience, and the intended use of the script. The nature
of complex designs will define its ease of implementation, as reducing a geometry to
mathematical equations with splines or using primitive geometries proves easier than
manually editing. Another factor is the scripts intended use. If it is only required for
a single use case, and the design is complex in nature, this methodology is not ideal.
However, building a tool which supports expandability, either by the designer or other
parties, using a well known programming language such as Python, can improve upon
such a tool with much more integrated knowledge.

Throughout the script design process, a certain similarity was recognized to programs
such as Grasshopper. In Grasshopper, geometries are created by feeding parameters
through rule sets which will perform different tasks. Much in the same way, when
scripting for use within Fusion, functions were created to simplify the process of creating
geometries. Since geometries were simple cylinders and paralelipipeds, this required only
two functions which received parameters such as cartesian coordinates, extrusion height,
and type of operation (such as join, cut or new body). These functions serve as the rule
sets used by Grasshopper, as they take in parameters to perform certain tasks, further
reinforcing the use of scripting as an Algorithmic approach.

Lastly, following this methodology revealed that not only did it became possible to
generate alternatives easily, but also greatly simplified the process of evaluating and
selecting these alternatives. The result is several finished models with some degree of
modularity, further expanding the alternatives made available to the user.

6.7 Future Developments

Expandability was always the focus of the case study, so to provide better insight to
what could be done to improve the drone building tool in particular, this section will
cover some of the immediate works that could be done to provide an improved design
exploration experience.

6.7.1 Design Library

There is a limited number of components available for drone builds. As such, it is
entirely possible to create a library within the script to store the values relating to each
component, made simpler if this tool is divulged within a community which can work to
improve it. This way, the user could simply select their desired component from a list
instead of manipulating the values directly. Adding to the component list, and taking
advantage of several users using the tool, the same could be done to the frame parts
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generated during the design process, further increasing the total designs available for
exploration.

6.7.2 Algorithmic Geometries

Since the final shape generation did not utilize an algorithmic or scripted procedure,
an additional future work would be to contain this stage within the script itself. The
exploration process would then be fully contained within a single tool, removing the
necessity of resorting to external means for shape creation and allowing a more finalized
view of the model during design exploration. Other additions can include geometries for
fine tuning the AGD process. The case study within this work utilized only the necessary
geometries for its use to maintain the scripts simplicity, but it can be improved by further
adding geometry to the model solely for this purpose.

6.7.3 Including Design Considerations

The general guidelines used to build a drone can be directly implemented into the script.
Since the main goal was to simply generate alternatives and show the potential of such
an approach, other functionalities were left out during development. For future devel-
opments, instead of leaving all decisions to the designer, some of the parameters would
be automatically calculated by the script, based on rules for drone design.
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Chapter 7

Final Remarks

7.1 Parametric, Generative and Algorithmic Approaches

This work was started to evaluate the concept of Algorithmic Design (AD) approaches
when applied to engineering design, a topic relatively recent in architecture, while at the
same time understanding its relevance within Additive Manufacturing (AM), in order
to create truly customizable products. From the literary review, two design approaches
stood out as interconnected with the use of AD: Parametric Design (PD) and Generative
Design (GD).

PD often generated confusion, as Computer Aided Design (CAD) software tools are
generally parametric, hence one could argue that all CAD models were made using PD.
However, here the distinction between variable and parameter is important: a variable
is any value which represents a specific measure, while a parameter is a variable deliber-
ately chosen to introduce variation into the design, usually introduced with relationships
to other parameters to ensure proper model adaptation without errors. Therefore, a PD
approach is different from CAD modelling, as its purpose is to explore and not to tran-
scribe an already finalized designed into the digital workspace.

The other approach with relation to AD is GD. Here several designs are generated at
the same time for the user to select from. Autodesk’s Generative Design (AGD) makes
for an excellent example, generating several part solutions based on structural loads and
constraints, with a layer of Topological Optimization (TO) to optimize the design, and
then allows the user to filter the design outcomes to reach the best solution. However,
software tools such as AGD, as great as they may be for engineering applications, may
cause users to perceive GD as an approach which requires TO, when the reality is that
GD approaches seek only to automate the process of generating several solutions.

When compared to GD, AD provides more freedom of choice. AD approaches are
based on algorithms, in this case scripts, which can be specifically tailored towards as-
sisting with early design exploration. They allow for design automation, while providing
unique ways of interacting with the design. Due to their scripted nature, AD approaches
can also include parametric and generative processes, while also integrating important
information into the design through mathematical functions or optimizations. However,
AD approaches suffer from a steep learning curve, not only do they require program-
ming experience, but they also complicate the creating of complex shapes using only
scripted methods. Therefore, AD approaches are useful in most stages of design, either
to automate tasks or for design exploration, but should be used mainly as a early stage
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exploration tool when designing complex 3D models.

7.2 On Additive Manufacturing and Customization

Much like what was demonstrated with the case study, AD approaches allow for cus-
tomization of the design. By setting parameters as a way to achieve design variation and
placing them in an interface, the designer has real time control over the design aspects
and can tailor it for any number of situations. Moreover, this type of approach allows
the creation of multiple design alternatives in a relative short amount of time.

To take advantage of the ability to customize the designs, Additive Manufacturing
(AM) was used to ensure that parts could be manufactured in a timely manner, and
to allow for a never-ending customization of the design. Furthermore, by integrating
scripts with other tools, complex, organic-like structures can be created, which AM is
capable of producing at reduced costs when compared to other more traditional methods
such as multi-axis machining. Tool integration can help offset the difficult process of
accurate shape creation using scripts, but it is in itself a complex procedure, which might
require interfacing between two or more different software tools. Notwithstanding, even
if tool integration is not possible automatically, scripts can also help create the necessary
conditions for the use of such tools, even if manual input is required. This was the process
followed for the case study, which not only generated fairly complex results for the drone
arms, but also optimized them for use with 3D printers, greatly reducing total print time
and cost.

Lastly, what is most notable about an AD approach, besides its ability of constantly
updating and improving the scripts, is the ability of integrating it with other approaches
to facilitate or improve the design, resulting in a more complete development process.
Hence, CD approaches, such as the ones described throughout this document, must not
be thought as isolated inside product design, but as a way to enhance the development
process with different techniques.
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Appendix A

Code Examples

In order not to saturate the main body of this document with code, all examples used for
the case study are presented here. This appendix describes how to replicate the script
to achieve the same result as the one obtained in the case study.

A.1 Building the Interface

One of the main features of this case study was the interface built to interact with the
model, which was done using event handlers. The command created event handler is is
triggered by running the script, and is used to create the interface itself and define its
default values, depicted in Listing A.1. Although the one created is simple, there is a
large range of options for taking inputs or showing information. This section of code is
extensive as it requires for all of the chosen parameters to be identified and named.

1

2 import adsk.core , adsk.fusion , traceback

3 import math

4

5 default_arm_l = 20

6 default_arm_n = 6

7 default_angleValue = 30 * (math.pi / 180)

8 default_mot_sup_off = 0

9 default_mot_sup_d = 2

10 default_mot_sup_t = 0.5

11 default_frame_sup_l = 7

12 default_frame_sup_t = 1

13 default_frame_sup_r = 2

14 default_frame_t = 0.5

15 default_frame_sup_d = 2

16 default_prop_d = 10.16

17 default_motor_d = 1.5

18 default_motor_h = 2

19 default_batt_l = 6

20 default_batt_w = 3

21 default_batt_t = 1.5

22 default_fcu_l = 2

23 default_fcu_w = 2

24 default_fcu_h = 1.5

25 default_fcu_dist = 2

26 default_fcu_mh_l = 2
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27 default_fcu_mh_w = 2

28 default_fcu_mh_r = 0.2

29 default_motor_mh_n = 4

30 default_motor_mh_bd = 1.4

31 default_motor_mh_d = 0.3

32 default_frame_mh_n = 3

33 default_frame_mh_bd = 1.2

34 default_frame_mh_d = 0.3

35 default_rear_bat_d = 1

36 default_rear_l = 2

37 default_rear_w = 2

38 default_rear_h = 2

39

40 # global set of event handlers to keep them referenced for the duration

of the command

41 handlers = []

42 app = adsk.core.Application.get()

43 if app:

44 ui = app.userInterface

45

46 newComp = None

47

48 class BoltCommandCreatedHandler(adsk.core.CommandCreatedEventHandler):

49 def __init__(self):

50 super ().__init__ ()

51 def notify(self , args):

52 try:

53 cmd = args.command

54 cmd.isRepeatable = False

55 onExecute = BoltCommandExecuteHandler ()

56 cmd.execute.add(onExecute)

57 onExecutePreview = BoltCommandExecuteHandler ()

58 cmd.executePreview.add(onExecutePreview)

59 onDestroy = BoltCommandDestroyHandler ()

60 cmd.destroy.add(onDestroy)

61 # keep the handler referenced beyond this function

62 handlers.append(onExecute)

63 handlers.append(onExecutePreview)

64 handlers.append(onDestroy)

65

66 #define the inputs

67 inputs = cmd.commandInputs

68

69 # Creating all necessary tabs.

70 # These refer each to its own component , to avoid just making

a giant list

71 tabCmdInput1 = inputs.addTabCommandInput(’tab_1 ’, ’Overall ’)

72 tabCmdInput2 = inputs.addTabCommandInput(’tab_2 ’, ’Motors and

Propellers ’)

73 tabCmdInput3 = inputs.addTabCommandInput(’tab_3 ’, ’Battery ’)

74 tabCmdInput4 = inputs.addTabCommandInput(’tab_4 ’, ’FCU’)

75 tabCmdInput5 = inputs.addTabCommandInput(’tab_5 ’, ’Rear

Components ’)

76 tabCmdInput6 = inputs.addTabCommandInput(’tab_6 ’, ’Mounting

Holes’)

77

78

79 # Get child inputs
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80 tab1ChildInputs = tabCmdInput1.children

81 tab2ChildInputs = tabCmdInput2.children

82 tab3ChildInputs = tabCmdInput3.children

83 tab4ChildInputs = tabCmdInput4.children

84 tab5ChildInputs = tabCmdInput5.children

85 tab6ChildInputs = tabCmdInput6.children

86

87 #############################################

88 # Default Inputs

89 #############################################

90

91 init_arm_angle = adsk.core.ValueInput.createByReal(

default_angleValue)

92 init_arm_lenght = adsk.core.ValueInput.createByReal(

default_arm_l)

93 init_arm_n = adsk.core.ValueInput.createByReal(default_arm_n)

94 init_mot_sup_off = adsk.core.ValueInput.createByReal(

default_mot_sup_off)

95 init_mot_sup_d = adsk.core.ValueInput.createByReal(

default_mot_sup_d)

96 init_mot_sup_t = adsk.core.ValueInput.createByReal(

default_mot_sup_t)

97 init_frame_sup_l = adsk.core.ValueInput.createByReal(

default_frame_sup_l)

98 init_frame_sup_t = adsk.core.ValueInput.createByReal(

default_frame_sup_t)

99 init_frame_sup_r = adsk.core.ValueInput.createByReal(

default_frame_sup_r)

100 init_frame_t = adsk.core.ValueInput.createByReal(

default_frame_t)

101 init_prop_d = adsk.core.ValueInput.createByReal(

default_prop_d)

102 init_motor_d = adsk.core.ValueInput.createByReal(

default_motor_d)

103 init_motor_h = adsk.core.ValueInput.createByReal(

default_motor_h)

104 init_batt_l = adsk.core.ValueInput.createByReal(

default_batt_l)

105 init_batt_w = adsk.core.ValueInput.createByReal(

default_batt_w)

106 init_batt_t = adsk.core.ValueInput.createByReal(

default_batt_t)

107 init_fcu_l = adsk.core.ValueInput.createByReal(default_fcu_l)

108 init_fcu_w = adsk.core.ValueInput.createByReal(default_fcu_w)

109 init_fcu_h = adsk.core.ValueInput.createByReal(default_fcu_h)

110 init_fcu_dist = adsk.core.ValueInput.createByReal(

default_fcu_dist)

111 init_motor_mh_n = adsk.core.ValueInput.createByReal(

default_motor_mh_n)

112 init_motor_mh_bd = adsk.core.ValueInput.createByReal(

default_motor_mh_bd)

113 init_motor_mh_d = adsk.core.ValueInput.createByReal(

default_motor_mh_d)

114 init_frame_mh_n = adsk.core.ValueInput.createByReal(

default_frame_mh_n)

115 init_frame_mh_bd = adsk.core.ValueInput.createByReal(

default_frame_mh_bd)
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116 init_frame_mh_d = adsk.core.ValueInput.createByReal(

default_frame_mh_d)

117 init_default_fcu_mh_w = adsk.core.ValueInput.createByReal(

default_fcu_mh_w)

118 init_default_fcu_mh_l = adsk.core.ValueInput.createByReal(

default_fcu_mh_l)

119 init_default_fcu_mh_r = adsk.core.ValueInput.createByReal(

default_fcu_mh_r)

120 init_rear_bat_d = adsk.core.ValueInput.createByReal(

default_rear_bat_d)

121 init_rear_l = adsk.core.ValueInput.createByReal(

default_rear_l)

122

123 #############################################

124 # Tab 1 Inputs - Overall

125 #############################################

126

127 # Create a read only textbox input.

128 tab1ChildInputs.addTextBoxCommandInput(’readonly_textBox_1 ’,

’Description ’, ’In this tab you can set the main dimensions and

features of the drone. Setting the arm angle can be done using the

mouse.’, 2, True)

129

130 # Create integer slider input with two sliders and a value

list

131 # Defines the number of motors

132 tab1ChildInputs.addValueInput(’arm_n ’, ’Number of Motors ’, ’’

, init_arm_n)

133

134

135 # Create angle value input

136 # Defines the angle of the drone arm to its frame support

point

137 tab1ChildInputs.addAngleValueCommandInput(’angleValue ’, ’Arm

Angle’, init_arm_angle)

138

139 # Define Arm Lenght.

140 tab1ChildInputs.addValueInput(’arm_l ’, ’Arm Lenght ’, ’mm’,

init_arm_lenght)

141

142 # Define Motor support thickness.

143 #tab1ChildInputs.addValueInput(’mot_sup_thic ’, ’Motor Support

Thickness ’, ’mm’, adsk.core.ValueInput.createByReal (0.0))

144 tab1ChildInputs.addValueInput(’mot_sup_t ’, ’Motor Support

Thickness ’, ’mm’, init_mot_sup_t)

145

146 # Define Motor support height offset.

147 tab1ChildInputs.addValueInput(’mot_sup_off ’, ’Motor Support

Offset ’, ’mm’, init_mot_sup_off)

148

149 # Define Motor support Diamenter.

150 tab1ChildInputs.addValueInput(’mot_sup_d ’, ’Motor Support

Diamenter ’, ’mm’, init_mot_sup_d)

151

152 # Define Frame Thickness.

153 tab1ChildInputs.addValueInput(’frame_t ’, ’Frame Thickness ’, ’

mm’, init_frame_t)

154
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155

156 #############################################

157 # Tab 2 Inputs - Motors and Props

158 #############################################

159

160 # Create a read only textbox input.

161 tab2ChildInputs.addTextBoxCommandInput(’readonly_textBox_2 ’,

’Description ’, ’Here you can set the values relating to motor and

propeller dimensions.’, 2, True)

162

163 # Define Propeller Diameter.

164 tab2ChildInputs.addValueInput(’prop_d ’, ’Propeller Diameter ’,

’mm’, init_prop_d)

165

166 # Define Motor Diameter.

167 tab2ChildInputs.addValueInput(’motor_d ’, ’Motor Diameter ’, ’

mm’, init_motor_d)

168

169 # Define Motor Height.

170 tab2ChildInputs.addValueInput(’motor_h ’, ’Motor Height ’, ’mm’

, init_motor_h)

171

172

173 #############################################

174 # Tab 3 Inputs - Battery

175 #############################################

176

177 # Create a read only textbox input.

178 tab3ChildInputs.addTextBoxCommandInput(’readonly_textBox_3 ’,

’Description ’, ’Here you can set the values relating to battery

dimensions.’, 2, True)

179

180 # Define Battery Lenght.

181 tab3ChildInputs.addValueInput(’batt_l ’, ’Battery Lenght ’, ’mm

’, init_batt_l)

182

183 # Define Battery Width.

184 tab3ChildInputs.addValueInput(’batt_w ’, ’Battery Width’, ’mm’

, init_batt_w)

185

186 # Define Battery Thickness.

187 tab3ChildInputs.addValueInput(’batt_t ’, ’Battery Thickness ’,

’mm’, init_batt_t)

188

189

190 #############################################

191 # Tab 4 Inputs - FCU

192 #############################################

193

194 # Create a read only textbox input.

195 tab4ChildInputs.addTextBoxCommandInput(’readonly_textBox_4 ’,

’Description ’, ’Here you can set the values relating to FCU dimensions

.’, 2, True)

196

197 # Define FCU Lenght.

198 tab4ChildInputs.addValueInput(’fcu_l ’, ’FCU Lenght ’, ’mm’,

init_fcu_l)

199
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200 # Define FCU Width.

201 tab4ChildInputs.addValueInput(’fcu_w ’, ’FCU Width’, ’mm’,

init_fcu_w)

202

203 # Define FCU Height.

204 tab4ChildInputs.addValueInput(’fcu_h ’, ’FCU Height ’, ’mm’,

init_fcu_h)

205

206 # Define FCU Distance to Battery.

207 tab4ChildInputs.addValueInput(’fcu_dist ’, ’FCU Distance to

Battery ’, ’mm’, init_fcu_dist)

208

209 #############################################

210 # Tab 5 Inputs - Rear Components

211 #############################################

212

213 # Create a read only textbox input.

214 tab5ChildInputs.addTextBoxCommandInput(’readonly_textBox_5 ’,

’Description ’, ’Here you can set the values relating to the Rear

components.’, 2, True)

215

216 # Define Distance to battery.

217 tab5ChildInputs.addValueInput(’rear_bat_d ’, ’Distance to

battery ’, ’mm’, init_rear_bat_d)

218

219 # Define Rear component lenght.

220 tab5ChildInputs.addValueInput(’rear_l ’, ’Rear component

lenght ’, ’mm’, init_rear_l)

221

222 # Define Rear component lenght.

223 tab5ChildInputs.addValueInput(’rear_w ’, ’Rear component width

’, ’mm’, init_rear_l)

224

225 # Define Rear component lenght.

226 tab5ChildInputs.addValueInput(’rear_h ’, ’Rear component

height ’, ’mm’, init_rear_l)

227

228

229 #############################################

230 # Tab 6 Inputs - Mounting Holes

231 #############################################

232

233 # Create a read only textbox input.

234 tab6ChildInputs.addTextBoxCommandInput(’readonly_textBox_6 ’,

’Description ’, ’Here you can set the values relating to the mounting

hole position , available for the frame , motors and FCU.’, 2, True)

235

236 # Define Motor Mounting Hole Number.

237 tab6ChildInputs.addValueInput(’motor_mh_n ’, ’Number of Motor

Mounting Holes ’, ’’, init_motor_mh_n)

238

239 # Define Motor Mounting Hole Bounding Circle Diameter.

240 tab6ChildInputs.addValueInput(’motor_mh_bd ’, ’Motor Mounting

Hole Bounding Circle Diameter ’, ’mm’, init_motor_mh_bd)

241

242 # Define Motor Mounting Hole Diameter.

243 tab6ChildInputs.addValueInput(’motor_mh_d ’, ’Motor Mounting

Hole Diameter ’, ’mm’, init_motor_mh_d)
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244

245 # Define Motor Mounting Hole Diameter.

246 tab6ChildInputs.addValueInput(’frame_mh_d ’, ’Frame Mounting

Hole Diameter ’, ’mm’, init_frame_mh_d)

247

248 # Define FCU mounting hole size

249 tab6ChildInputs.addValueInput(’fcu_mh_r ’, ’FCU Mounting Hole

Radious ’, ’mm’, init_default_fcu_mh_r)

250

251 # Define FCU mounting x

252 tab6ChildInputs.addValueInput(’fcu_mh_w ’, ’FCU Mounting Hole

Ox position ’, ’mm’, init_default_fcu_mh_w)

253

254 # Define FCU mounting y

255 tab6ChildInputs.addValueInput(’fcu_mh_l ’, ’FCU Mounting Hole

Oz position ’, ’mm’, init_default_fcu_mh_l)

256

257 except:

258 if ui:

259 ui.messageBox(’Failed :\n{}’.format(traceback.format_exc ()

))

Listing A.1: Creating the interface using event handlers.

With the interface built, it it now necessary to have the model update to each form
input, which is done through a command execute handler, as depicted in Listing A.2.
Every time the user inputs a new value, the input is identified and passed to the Bolt()
function, where shape creation is done. Additionally, a destroy command handler is also
defined to close the interface when the program is terminated.

1

2 class BoltCommandExecuteHandler(adsk.core.CommandEventHandler):

3 def __init__(self):

4 super ().__init__ ()

5 def notify(self , args):

6 try:

7 unitsMgr = app.activeProduct.unitsManager

8 command = args.firingEvent.sender

9 inputs = command.commandInputs

10

11 bolt = Bolt()

12 for input in inputs:

13 if input.id == ’arm_l ’:

14 bolt.arm_l = unitsMgr.evaluateExpression(input.

expression , "mm")

15 elif input.id == ’angleValue ’:

16 bolt.angleValue = unitsMgr.evaluateExpression(input.

expression , "deg")

17 elif input.id == ’arm_n ’:

18 bolt.arm_n = int(inputs.itemById(’arm_n ’).value)

19 #bolt.angleValue = unitsMgr.evaluateExpression(input.

expression , "")

20 elif input.id == ’mot_sup_thic ’:

21 bolt.mot_sup_thic = unitsMgr.evaluateExpression(input

.expression , "mm")

22 elif input.id == ’mot_sup_off ’:

23 bolt.mot_sup_off = unitsMgr.evaluateExpression(input.

expression , "mm")
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24 elif input.id == ’mot_sup_d ’:

25 bolt.mot_sup_d = unitsMgr.evaluateExpression(input.

expression , "mm")

26 elif input.id == ’mot_sup_t ’:

27 bolt.mot_sup_t = unitsMgr.evaluateExpression(input.

expression , "mm")

28 elif input.id == ’frame_sup_l ’:

29 bolt.frame_sup_l = unitsMgr.evaluateExpression(input.

expression , "mm")

30

31 %(...)%

32

33 bolt.buildBolt ();

34 args.isValidResult = True

35

36 except:

37 if ui:

38 ui.messageBox(’Failed :\n{}’.format(traceback.format_exc ()

))

39

40 class BoltCommandDestroyHandler(adsk.core.CommandEventHandler):

41 def __init__(self):

42 super ().__init__ ()

43 def notify(self , args):

44 try:

45 # when the command is done , terminate the script

46 # this will release all globals which will remove all event

handlers

47 adsk.terminate ()

48 except:

49 if ui:

50 ui.messageBox(’Failed :\n{}’.format(traceback.format_exc ()

))

Listing A.2: Handler responsible for receiving inputs and updating the code real time,
as well as its destroy handler responsible for closing down on program termination.

A.2 Building the Model

With the interface completed, and with all parameters collected, all that is left is the
Bolt() function, in which the actual shape creation takes place. To simplify the process of
building each shape, three functions were created: two to perform extrude, cut, join and
create new bodies, one for center-point rectangles and another for center-point circles,
and a function to create new components automatically. Each function, displayed in
Listing A.3, needs the object coordinates and the desired extrude height, along with a
mode variable which controls the desired operation, either cut, extrude or new body.

1

2 def createCylinder(Comp , x, y, z, radious , extrude_height , mode):

3

4 # Set mode to 0 to cut instead of extrude

5 sketches = Comp.sketches

6 sketch = sketches.add(Comp.xZConstructionPlane)

7 #sketchlines = sketch.sketchCurves.sketchLines

8 circles = sketch.sketchCurves.sketchCircles

Rodrigo Rocha Lopes da Fonseca Master Degree



A.Code Examples 71

9 extrudes = Comp.features.extrudeFeatures

10 body = circles.addByCenterRadius(adsk.core.Point3D.create(x, y, z),

radious)

11 prof = sketch.profiles.item (0)

12 extrude_dist = adsk.core.ValueInput.createByReal(extrude_height)

13 if mode == 1:

14 extrude_motor = extrudes.addSimple(prof , extrude_dist , adsk.

fusion.FeatureOperations.NewBodyFeatureOperation)

15 else:

16 extrude_motor = extrudes.addSimple(prof , extrude_dist , adsk.

fusion.FeatureOperations.CutFeatureOperation)

17

18 return extrude_motor

19

20 # This function creates blockout components such as battery , FCU , antenna

, receiver

21 def createBlocks(Comp , center , corner , height , mode):

22 sketches = Comp.sketches

23 sketch = sketches.add(Comp.xZConstructionPlane)

24 sketchLines = sketch.sketchCurves.sketchLines

25 extrudes = Comp.features.extrudeFeatures

26

27 block_sketch = sketchLines.addCenterPointRectangle(center , corner)

28 prof_block = sketch.profiles.item (0)

29 extrude_dist_block = adsk.core.ValueInput.createByReal(height)

30 if mode == 1:

31 extrude_motor = extrudes.addSimple(prof_block ,

extrude_dist_block , adsk.fusion.FeatureOperations.

NewBodyFeatureOperation)

32 elif mode == 0:

33 extrude_motor = extrudes.addSimple(prof_block ,

extrude_dist_block , adsk.fusion.FeatureOperations.CutFeatureOperation)

34 elif mode == 2:

35 extrude_block = extrudes.addSimple(prof_block , extrude_dist_block

, adsk.fusion.FeatureOperations.JoinFeatureOperation)

36

37 # This function creates new components

38 def createNewComponent ():

39 # Get the active design.

40 product = app.activeProduct

41 design = adsk.fusion.Design.cast(product)

42 rootComp = design.rootComponent

43 allOccs = rootComp.occurrences

44 newOcc = allOccs.addNewComponent(adsk.core.Matrix3D.create ())

45 return newOcc.component

Listing A.3: Functions created to easily create rectangular hexahedrons and cylinders.

A class is then created to set all variables. Since this is a repetitive process, only
part of the code is shown in Listing A.5. Inside the class, the actual function to build
the drone is buildDrone(), in which all components are created based on the functions
from A.3.

1

2 class Bolt:

3 def __init__(self):

4 # Default values

5 self._arm_l = default_arm_l
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6 self._arm_n = default_arm_n

7 self._angleValue = default_angleValue

8 self._mot_sup_off = default_mot_sup_off

9 self._mot_sup_d = default_mot_sup_d

10 self._mot_sup_t = default_mot_sup_t

11

12 %(...)%

13

14 #properties

15 @property

16 def arm_l(self):

17 return self._arm_l

18 @arm_l.setter

19 def arm_l(self , value):

20 self._arm_l = value

21 #########

22 @property

23 def arm_n(self):

24 return self._arm_n

25 @arm_n.setter

26 def arm_n(self , value):

27 self._arm_n = value

28 #########

29 @property

30 def angleValue(self):

31 return self._angleValue

32 @angleValue.setter

33 def angleValue(self , value):

34 self._angleValue = value

35 #########

36 @property

37 def mot_sup_off(self):

38 return self._mot_sup_off

39 @mot_sup_off.setter

40 def mot_sup_off(self , value):

41 self._mot_sup_off = value

42 #########

43

44 %(...)%

45

46 def buildDrone(self):

47

48 # Get a reference to an appearance in the library.

49 lib = app.materialLibraries.itemByName(’Fusion 360 Appearance

Library ’)

50 libYellow = lib.appearances.itemByName(’Plastic - Matte (Yellow)’

)

51 libRed = lib.appearances.itemByName(’Plastic - Matte (Red)’)

52 libGreen = lib.appearances.itemByName(’Plastic - Matte (Green)’)

53 libBlue = lib.appearances.itemByName(’Plastic - Matte (Blue)’)

54

55 global motorComp

56 global propComp

57 global mot_sup_Comp

58 global arm_sup_Comp

59 global frame_sup_Comp

60 global batt_Comp

61 global fcu_Comp
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62 global rear_Comp

63 motorComp = createNewComponent ()

64 propComp = createNewComponent ()

65 mot_sup_Comp = createNewComponent ()

66 arm_sup_Comp = createNewComponent ()

67 frame_sup_Comp = createNewComponent ()

68 batt_Comp = createNewComponent ()

69 fcu_Comp = createNewComponent ()

70 rear_Comp = createNewComponent ()

71

72 for x in range(1, self.arm_n +1):

73 if self.arm_n == 4:

74 arm_angle = self.angleValue *57

75 if x == 1:

76 arm_angle = self.angleValue * 180/ math.pi

77 elif x == 2:

78 arm_angle = 180 - self.angleValue * 180/ math.pi

79 elif x == 3:

80 arm_angle = 180 + self.angleValue * 180/ math.pi

81 elif x == 4:

82 arm_angle = - self.angleValue * 180/ math.pi

83 else:

84 arm_angle = x*360/ self.arm_n

85

86

87

88 arm_width = self.arm_l*math.cos(math.radians(arm_angle))

89 arm_height = self.arm_l*math.sin(math.radians(arm_angle))

90

91 frame_sup_width = self.frame_sup_l*math.cos(math.radians(

arm_angle))

92 frame_sup_height = self.frame_sup_l*math.sin(math.radians(

arm_angle))

93

94 # Create top and bot frame

95 # Check for max frame size:

96 front_l = self.batt_l /2 + self.fcu_l + self.fcu_dist + 1

97 rear_l = self.batt_l /2 + self.rear_l + self.rear_bat_d + 1

98

99 if front_l > rear_l:

100 frame_corner = front_l

101 else:

102 frame_corner = rear_l

103

104 top_frame_h = 0.0

105 # Check for the tallest component:

106 if self.batt_t >= self.fcu_h and self.batt_t >= self.rear_h:

107 top_frame_h = self.batt_t + 0.3

108 elif self.fcu_h >= self.batt_t and self.fcu_h >= self.rear_h:

109 top_frame_h = self.fcu_h + 0.3

110 elif self.rear_h >= self.batt_t and self.rear_h >= self.fcu_h

:

111 top_frame_h = self.rear_h + 0.3

112

113 # Create extensions for the frame

114 # Set extension size based on screw hole size

115 ext_size = 2*self.frame_mh_d + self.batt_w /2 + 1.2

116 ext_l = frame_sup_height + self.frame_mh_n * self.frame_mh_d
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117 center_point_sup_bot = adsk.core.Point3D.create(0,

frame_sup_height , 0)

118 corner_point_sup_bot = adsk.core.Point3D.create(ext_size ,

ext_l , 0)

119 createBlocks(frame_sup_Comp , center_point_sup_bot ,

corner_point_sup_bot , -self.frame_t ,1)

120

121 center_point_sup_top = adsk.core.Point3D.create(0,

frame_sup_height , top_frame_h)

122 corner_point_sup_top = adsk.core.Point3D.create(ext_size ,

ext_l , top_frame_h)

123 createBlocks(frame_sup_Comp , center_point_sup_top ,

corner_point_sup_top , self.frame_t ,1)

124

125 # Create motor component

126 createCylinder(motorComp ,arm_width ,arm_height ,self.mot_sup_t

+ self.mot_sup_off , self.motor_d , self.motor_h , 1)

127

128 # Create propeller component

129 createCylinder(propComp ,arm_width ,arm_height ,self.motor_h +

self.mot_sup_t + self.mot_sup_off , self.prop_d/2, 1, 1)

130

131 # Create motor support

132 createCylinder(mot_sup_Comp ,arm_width ,arm_height , self.

mot_sup_off , self.mot_sup_d , self.mot_sup_t , 1)

133

134 # Coloring components for easier identification

135 # this cycle runs through all bodies in a component

136 for k in range(0, motorComp.bRepBodies.count):

137 motor_body = motorComp.bRepBodies.item(k)

138 prop_body = propComp.bRepBodies.item(k)

139 motor_sup_body = mot_sup_Comp.bRepBodies.item(k)

140 #arm_sup_body = arm_sup_Comp.bRepBodies.item(k)

141 frame_sup_body = frame_sup_Comp.bRepBodies.item(k)

142 motor_body.appearance = libYellow

143 prop_body.appearance = libRed

144 motor_sup_body.appearance = libBlue

145 # setting colors for frame supports

146 frame_sup_body.appearance = libGreen

147

148

149

150 # After the motors and frame supports are created , create the

mounting holes for the motors

151 for h in range(1,int(self.motor_mh_n +1)):

152 # Calculating necessary variables

153 screw_angle = h*360/ self.motor_mh_n# (h-1) *90+ arm_angle

154 screw_ex_height = self.mot_sup_t + self.mot_sup_off

155 screw_z = self.mot_sup_off

156

157 pos_hole_width = self.motor_mh_bd*math.cos(math.radians(

screw_angle)) + arm_width

158 pos_hole_height = self.motor_mh_bd*math.sin(math.radians(

screw_angle)) + arm_height

159

160 createCylinder(mot_sup_Comp , pos_hole_width ,

pos_hole_height , screw_z , self.motor_mh_d /2, screw_ex_height ,0)

161
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162

163

164 # Create frame

165 center_point_bot_frame = adsk.core.Point3D.create(0, 0, 0)

166 corner_point_bot_frame = adsk.core.Point3D.create(self.batt_w /2 +

1, frame_corner , 0)

167 createBlocks(frame_sup_Comp , center_point_bot_frame ,

corner_point_bot_frame , -self.frame_t ,2)

168

169

170 center_point_top_frame = adsk.core.Point3D.create(0, 0,

top_frame_h)

171 corner_point_top_frame = adsk.core.Point3D.create(self.batt_w /2 +

1, frame_corner , top_frame_h)

172 createBlocks(frame_sup_Comp , center_point_top_frame ,

corner_point_top_frame , self.frame_t ,2)

173

174

175

176 # Create the arm supports

177 for x in range(1, self.arm_n +1,2):

178

179 if self.arm_n == 4:

180 arm_angle = self.angleValue *57

181 if x == 1:

182 arm_angle = self.angleValue * 180/ math.pi

183 elif x == 2:

184 arm_angle = 180 - self.angleValue * 180/ math.pi

185 elif x == 3:

186 arm_angle = 180 + self.angleValue * 180/ math.pi

187 elif x == 4:

188 arm_angle = - self.angleValue * 180/ math.pi

189 else:

190 arm_angle = x*360/ self.arm_n

191

192 frame_sup_width = self.frame_sup_l*math.cos(math.radians(

arm_angle))

193 frame_sup_height = self.frame_sup_l*math.sin(math.radians(

arm_angle))

194 ext_l = frame_sup_height + self.frame_mh_n * self.frame_mh_d

195 center_point_sup_bot = adsk.core.Point3D.create(0,

frame_sup_height , 0)

196 corner_point_sup_bot = adsk.core.Point3D.create(ext_size ,

ext_l , 0)

197

198 support_hole_x = ext_size - 1.5* self.frame_mh_d

199

200 createBlocks(mot_sup_Comp , center_point_sup_bot ,

corner_point_sup_bot ,top_frame_h ,1)

201

202 createCylinder(mot_sup_Comp , support_hole_x , frame_sup_height

-self.frame_mh_d *1.5, -self.frame_t , self.frame_mh_d /2, 30,0)

203 createCylinder(mot_sup_Comp , support_hole_x , frame_sup_height

+self.frame_mh_d *1.5, -self.frame_t , self.frame_mh_d /2, 30,0)

204 createCylinder(mot_sup_Comp , -support_hole_x ,

frame_sup_height -self.frame_mh_d *1.5, -self.frame_t , self.frame_mh_d

/2, 30,0)

205 createCylinder(mot_sup_Comp , -support_hole_x ,
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frame_sup_height+self.frame_mh_d *1.5, -self.frame_t , self.frame_mh_d

/2, 30,0)

206

207 for k in range(0, mot_sup_Comp.bRepBodies.count):

208 motor_sup_body = mot_sup_Comp.bRepBodies.item(k)

209 motor_sup_body.appearance = libBlue

210

211

212 # Cut the supports to fit the frame

213 createBlocks(frame_sup_Comp , center_point_bot_frame ,

corner_point_bot_frame , top_frame_h , 0)

214

215 # Last step is creating other components such as battery , FCU ,

antenna , receiver

216 # Create center and corner points for the battery

217 center_point_batt = adsk.core.Point3D.create(0, 0, 0)

218 corner_point_batt = adsk.core.Point3D.create(self.batt_w/2, self.

batt_l /2,0)

219

220 # Create rear components

221 center_point_rear = adsk.core.Point3D.create(0, -(self.batt_l /2 +

self.rear_l /2 + self.rear_bat_d), 0)

222 corner_point_rear = adsk.core.Point3D.create(self.rear_w/2, -(

self.batt_l /2 + self.rear_l + self.rear_bat_d), 0)

223 createBlocks(rear_Comp , center_point_rear , corner_point_rear ,

self.rear_h ,1)

224

225 # Create battery

226 createBlocks(batt_Comp , center_point_batt , corner_point_batt ,

self.batt_t ,1)

227

228 # Create center and corner points for the FCU

229 center_point_fcu = adsk.core.Point3D.create(0, self.batt_l /2 +

self.fcu_l /2 + self.fcu_dist , 0)

230 corner_point_fcu = adsk.core.Point3D.create(self.fcu_w/2, self.

batt_l /2 + self.fcu_l + self.fcu_dist , 0)

231

232 # Create FCU

233 createBlocks(fcu_Comp , center_point_fcu , corner_point_fcu , self.

fcu_h ,1)

234

235 # Cutting the holes for FCU mounting

236 createCylinder(fcu_Comp ,self.fcu_mh_w/2, (self.batt_l /2 + self.

fcu_l/2 + self.fcu_dist) - self.fcu_mh_l , 0, self.fcu_mh_r , -self.

frame_t ,0)

237 createCylinder(fcu_Comp ,self.fcu_mh_w/2, (self.batt_l /2 + self.

fcu_l/2 + self.fcu_dist) + self.fcu_mh_l , 0, self.fcu_mh_r , -self.

frame_t ,0)

238 createCylinder(fcu_Comp ,-self.fcu_mh_w/2, (self.batt_l /2 + self.

fcu_l/2 + self.fcu_dist) - self.fcu_mh_l , 0, self.fcu_mh_r , -self.

frame_t ,0)

239 createCylinder(fcu_Comp ,-self.fcu_mh_w/2, (self.batt_l /2 + self.

fcu_l/2 + self.fcu_dist) + self.fcu_mh_l , 0, self.fcu_mh_r , -self.

frame_t ,0)

Listing A.4: The beginning of the class function, where each parameter is converted into
a property.
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The last remaining piece is the run function, which is responsible for calling all other
functions at the script start, depicted in Listing

1

2 def run(context):

3 try:

4 product = app.activeProduct

5 design = adsk.fusion.Design.cast(product)

6 # This changes the model so it’s no longer capturing the

parametric history.

7 # increases speed and declutters history

8 design.designType = adsk.fusion.DesignTypes.DirectDesignType

9 if not design:

10 ui.messageBox(’It is not supported in current workspace ,

please change to MODEL workspace and try again.’)

11 return

12 commandDefinitions = ui.commandDefinitions

13 #check the command exists or not

14 cmdDef = commandDefinitions.itemById(’Drone Builder ’)

15 if not cmdDef:

16 cmdDef = commandDefinitions.addButtonDefinition(’Drone

Builder ’,

17 ’Drone Builder ’,

18 ’Drone Builder.’,

19 ’./ resources ’) # relative resource file path is

specified

20

21 onCommandCreated = BoltCommandCreatedHandler ()

22 cmdDef.commandCreated.add(onCommandCreated)

23 # keep the handler referenced beyond this function

24 handlers.append(onCommandCreated)

25 inputs = adsk.core.NamedValues.create ()

26 cmdDef.execute(inputs)

27

28 # prevent this module from being terminate when the script

returns , because we are waiting for event handlers to fire

29 adsk.autoTerminate(False)

30 except:

31 if ui:

32 ui.messageBox(’Failed :\n{}’.format(traceback.format_exc ()))

Listing A.5: The beginning of the class function, where each parameter is converted into
a property.
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